Transcrição do Curso Alura C – Avançando na linguagem

Nosso próximo objetivo é desenvolver um jogo de forca. O computador escolherá, de maneira randômica, uma palavra que está salva em um arquivo de palavras, e o jogador deve chutar, letra por letra, até adivinhar a palavra. Se o jogador chutar 5 letras erradas, ele perde. Ao final, o computador oferecerá a possibilidade do usuário inserir uma nova palavra no banco de dados.

Nestes capítulos, a ideia é ensinar para você:

* Criar, varrer e manipular arrays de diferentes tipos.
* Usar arrays de chars (strings) e funções para manipulá-los.
* Entender e criar funções que recebem parâmetros e devolvem valores.
* Ler e escrever arquivos com formatos específicos.
* Aprender mais boas práticas de código, como a criação e extração de funções para evitar repetição de código.
* Criar header files.

**Como ele ficará?**

Nosso jogo também terá uma interface amigável. Ao iniciar, ele nos dará um boas vindas, e imprimirá a forca, por enquanto, sem ninguém:

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

/ Jogo de Forca \*/

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

\_\_\_\_\_\_\_

|/ |

|

|

|

|

|

\_|\_\_\_

\_ \_ \_ \_ \_ \_ \_ \_ \_

Qual letra?

Se você chutar uma letra errada, ele o avisará e o homenzinho comecará a aparecer na forca:

Você errou: a palavra NÃO tem a letra X

\_\_\_\_\_\_\_

|/ |

| (\_)

|

|

|

|

\_|\_\_\_

\_ \_ \_ \_ \_ \_ \_ \_ \_

Qual letra?

Se você chutar uma letra certa, a letra aparece entre o vazado:

Qual letra? A

Você acertou: a palavra tem a letra A

\_\_\_\_\_\_\_

|/ |

|

|

|

|

|

\_|\_\_\_

\_ \_ \_ \_ \_ A \_ \_ A

Qual letra?

Se você perder, ele te enforcará por completo:

\_\_\_\_\_\_\_

|/ |

| (\_)

| \|/

| |

| / \

|

\_|\_\_\_

Uma caveira também aparecerá, avisando que o jogo acabou:

Puxa, você foi enforcado!

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

/ \

/ \

// \/\

\| XXXX XXXX | /

| XXXX XXXX |/

| XXX XXX |

| |

\\_\_ XXX \_\_/

|\ XXX /|

| | | |

| I I I I I I I |

| I I I I I I |

\\_ \_/

\\_ \_/

\\_\_\_\_\_\_\_/

Se você ganhar, um troféu aparecerá:

Parabéns, você ganhou!

\_\_\_\_\_\_\_\_\_\_\_

'.\_==\_==\_=\_.'

.-\: /-.

| (|:. |) |

'-|:. |-'

\::. /

'::. .'

) (

\_.' '.\_

'-------'

**É hora de começar!**

Está pronto para desenvolver esse jogo? **Mãos à obra!**

Para se começar um jogo de forca, de maneira análoga ao nosso jogo de adivinhação, é guardar a palavra secreta. Até agora, já conhecemos diversos tipos de variáveis, como int, double, float, long, mas ainda não vimos o tipo usado para se guardar um texto.

Em C, para guardarmos uma única letra, usamos o tipo char. E o declaramos da mesma forma que os outros. Mas, para se passar a letra a ser armazenada, usamos aspas simples. Para imprimir, usamos a máscara "c" no printf. Veja o código abaixo:

#include <stdio.h>

int main() {

char letra1 = 'M';

char letra2 = 'F';

char letra3 = 'A';

printf("%c %c %c", letra1, letra2, letra3);

}

Ele nos imprime as letras "M", "F" e "A". Mas e para guardar uma palavra? Será que precisamos armazenar letra a letra? A resposta é sim. Precisamos guardar uma a uma, mas para isso não teremos uma variável diferente para cada letra. Aliás, se tivéssemos, ficaríamos malucos. Imagina para guardar um texto inteiro? Quantas variáveis teríamos?

E o pior, não conseguiríamos fazer códigos dinâmicos para imprimir palavras de tamanhos diferentes. Não conseguimos escrever um for, por exemplo, para imprimir as várias letras:

// imagine uma palavra com 10 letras

for(int i = 1; i <= 10; i++) {

// não temos uma maneira de "gerar dinamicamente"

// o nome da variável a ser impressa.

// Ou seja, não conseguimos imprimir "letra1",

// depois "letra2", e assim por diante.

printf("%c", letra(i));

}

O que usaremos para isso é o que chamamos de **array**. Arrays são uma maneira de guardarmos "vários" de um só tipo. Esses elementos ficam armazenadas na memória, um ao lado do outro. Por exemplo, um array de inteiros guarda um monte de números inteiros. Um array de char guarda um monte de caracteres. E assim por diante. E a vantagem do array é que, no momento da declaração, dizemos o tamanho dele. E aí acessamos cada um desses elementos por meio de um índice.

Veja, por exemplo, uma declaração de um array de inteiros, com 5 posições. Veja que a declaração é idêntica, com exceção do uso dos colchetes:

int notas[5];

Agora, para usar esse array, guardando e lendo inteiros dele, basta usarmos os colchetes para definirmos a posição que queremos acessar. Afinal, temos 5. O único detalhe importante é que, se nosso array tem 5 posições, elas vão de 0 a 4. A primeira posição de um array é o 0 (e não o 1, como muitos confundem):

// guardando na primeira posição do array

notas[0] = 10;

// guardando na segunda posição

notas[1] = 5;

// imprimindo a primeira posicao

printf("%d", notas[0]);

Para então guardarmos nossa palavra secreta, vamos declarar um array de char. Vamos definir seu tamanho como 20:

char palavrasecreta[20];

Podemos guardar nossa palavra dentro dele, da mesma forma que estávamos fazendo antes. A diferença é que o número que passamos entre colchetes, pode vir de uma variável:

char palavrasecreta[20];

palavrasecreta[0] = 'M';

palavrasecreta[1] = 'E';

palavrasecreta[2] = 'L';

int numero = 3;

palavrasecreta[numero] = 'A';

palavrasecreta[4] = 'N';

palavrasecreta[5] = 'C';

palavrasecreta[6] = 'I';

palavrasecreta[7] = 'A';

Um trabalhão. Para imprimir a palavra, fica um pouco mais fácil. Afinal, como podemos usar variáveis ali no índice, conseguimos fazer um loop com o tamanho da palavra:

for(int i = 0; i < 8; i++) {

printf("%c", palavrasecreta[i]);

}

Entretanto, um array de char é um array especial. Como nós o usamos para guardar textos, temos funções especializadas para facilitar nossa vida na hora de colocar dados dentro dele. Essas funções também vão nos ajudar a escrever loops mais flexíveis (o 8 ali está fixo, mas queremos que ele se adapte ao tamanho da palavra).

A função sprintf() é muito parecida com a printf(). Enquanto o printf imprime na tela, a sprintf imprime em um array de chars (o **s\*\* é justamente de \*\*string**). Então, se quisermos guardar a palavra secreta no array, fazemos:

sprintf(palavrasecreta, "MELANCIA");

Para imprimirmos na tela, usamos o printf com a máscara "s". Ela faz com que todo o array seja impresso. Veja:

printf("%s", palavrasecreta);

Mas, veja que interessante. Nosso array tem 20 posições e a palavra "melancia" tem apenas 8 caracteres. Como que ele soube que deveria parar no último "a"? Por que ele não imprimiu 20 caracteres? Strings em C tem um pequeno detalhe: sempre que guardamos uma palavra lá, como melancia, que ocupa 8 posições, guardamos um caractere especial na 9a posição. Esse caractere nos diz que a string acaba ali, e que o resto é "lixo". Esse caractere é representado pelo símbolo \0 (barra zero). Apesar de serem dois caracteres, lembre-se que o barra é especial. Esse \0 é armazenado em uma única posíção.

Ou seja, quando fizemos o sprintf(), ele escreveu na verdade o texto "MELANCIA\0". A função printf(), sabendo disso, foi lendo o array de chars até encontrar o \0. Encontrou, parou.

Se estivéssemos declarando as letras dessa palavra uma a uma, igual fizemos acima, bastaria adicionar o \0 ao final, que o printf("%s") funcionaria normalmente:

char palavrasecreta[20];

palavrasecreta[0] = 'M';

palavrasecreta[1] = 'E';

palavrasecreta[2] = 'L';

palavrasecreta[3] = 'A';

palavrasecreta[4] = 'N';

palavrasecreta[5] = 'C';

palavrasecreta[6] = 'I';

palavrasecreta[7] = 'A';

// colocando o \0 para indicar que a string acabou

palavrasecreta[8] = '\0';

Vamos começar nosso jogo. Assim como o anterior, ele terá um loop principal. A ideia é que, enquanto ele não acertar a palavra, ou não morrer enforcado, continuamos a pedir uma letra pra ele. Vamos criar duas variáveis, uma chamada acertou, e outra chamada enforcou. Ambas serão booleanos, ou seja, guardarão 0 ou 1, indicando se o jogador ganhou ou foi enforcado, respectivamente.

Até então aprendemos dois tipos de loops: o for e o while. Ambos, antes de executarem o corpo de código que possuem, eles validam a condição. Isso quer dizer que se a condição do while for falsa desde o começo, o código não será executado nenhuma vez. Mas nesse nosso caso (e no jogo anterior também), ao menos uma vez precisamos rodar o bloco de código.

Podemos então fazer uso do do-while, um outro tipo de loop, idêntico ao while, com a exceção de que ele executa o bloco de código ao menos uma vez. Repare na condição while(!acertou && !enforcou). Conseguimos lê-la em português: **enquanto não acertou E não enforcou**.

int acertou = 0;

int enforcou = 0;

do {

// código aqui

} while(!acertou && !enforcou);

### Invertendo booleanos

Perceba então que o exclamação pode ser usado para "negar" (ou inverter) o valor de um booleano. Veja o código abaixo, onde declaramos dois inteiros, verdadeiro e falso, colocando 1 e 0 dentro deles. Em seguida, imprimos ambos duas vezes; uma vez normal, e a outra usando a exclamação para inverter o valor.

int verdadeiro = 1;

int falso = 0;

printf("%d %d", verdadeiro, !verdadeiro);

printf("%d %d", falso, !falso);

Perceba que o programa imprimirá 1 0 na primeira linha, e 0 1 na segunda. Ou seja, ele inverte o valor. Usamos o exclamação para conseguirmos escrever mais clara e sucintamente expressões booleanas.

O mesmo loop acima poderia ter sido feito usando a comparação com 0 (falso). Mas repare como escrevemos mais código dessa forma:

while(acertou == 0 && enforcou == 0);

Vamos agora capturar uma letra do usuário, e ver se essa letra existe na palavra secreta. Para isso, precisaremos fazer um for na palavra (afinal, sabemos o tamanho dela), e comparar se o char que está naquela posição bate com o informado pelo usuário. Para capturar o tamanho da palavra dentro de um array de chars, usamos a função strlen(). Ela está disponível em <string.h>.

A usaremos no for, que irá de 0 (primeira posição do array) até strlen(), que é a última posição preenchida. Em seguida, compararemos o conteúdo daquela posição com o chute dado, e avisaremos o usuário se ele acertou o chute:

do {

char chute;

printf("Qual letra? ");

scanf("%c", &chute);

for(int i = 0; i < strlen(palavrasecreta); i++) {

if(palavrasecreta[i] == chute) {

printf("A posição %d tem essa letra\n", i+1);

}

}

} while (!acertou && !enforcou);

A saída do programa, nesse momento, é a seguinte:

Qual letra? A

A posição 4 tem essa letra

A posição 8 tem essa letra

Qual letra? Qual letra? M

A posição 1 tem essa letra

Qual letra? Qual letra? E

A posição 2 tem essa letra

Qual letra? Qual letra? L

A posição 3 tem essa letra

Ainda longe do ideal, mas já é um começo.

Mas agora, repare com atenção, e veja que ele escreveu "Qual a letra?" duas vezes, várias vezes? Temos um bug aí. Isso aconteceu por um motivo bastante diferente. Veja que sempre que usamos o scanf(), digitávamos um número, por exemplo, e dávamos enter. O scanf é inteligente e sabe que "enter" não faz parte do número. Mas, agora que estamos lendo um caractere único, um "enter" é considerado um caractere. Então o scanf() se perde quando digitamos uma letra e um enter. O enter fica de "buffer", e quando executamos o scanf() pela segunda vez, ele nem nos pede a letra, ele passa o enter direto.

Para resolver isso, precisamos mudar um pouco a máscara. Ao invés de passarmos apenas o "%c", passaremos " %c". Repare no espaço. Ele diz ao scanf() para ignorar o enter. Isso resolve o problema:

scanf(" %c", &chute);

A saída agora, como esperado:

Qual letra? A

A posição 4 tem essa letra

A posição 8 tem essa letra

Qual letra? M

A posição 1 tem essa letra

Qual letra? E

A posição 2 tem essa letra

Qual letra? L

A posição 3 tem essa letra

*Está perdido? O código até este ponto pode ser encontrado* [*aqui*](https://gist.github.com/mauricioaniche/7d4243069caf65213031)*.*

**Laços encadeados**

Precisamos agora mostrar pro usuário a palavra, mas de maneira escondida. Ou seja, uma sequência de \_ \_ \_ \_, um underscore por letra. E, a medida que o jogador acerta uma letra, abrimos essa casa. Vamos começar devagar, imprimindo a palavra escondida.

O código é parecido com o loop anterior. Precisamos passar por cada letra da palavra secreta, e imprimir o underscore:

do {

for(int i = 0; i < strlen(palavrasecreta); i++) {

printf("\_ ");

}

printf("\n");

}

Agora, precisamos pensar em abrir a letra que ele já acertou. Para isso, precisamos guardar todos os chutes dele. E, para guardar muitos chars, você já sabe: array. Vamos declarar então um array responsável por guardar cada um dos chutes do usuário, e uma variável que conta o número de chutes já dados. Essa variável será especialmente importante, pois além de indicar a quantidade, ela nos indicará a posição desse array que o último chute dado deve ser guardado.

Por exemplo, imagine o array chutes e o inteiro tentativas, inicializado com 0. Quando tentativas for igual a 0, quer dizer que o usuário deu 0 chutes, e o primeiro chute deve ser guardado em chutes[0]. Quando tentativas for igual a 1, isso quer dizer que o usuário deu 1 chute, e o próximo chute deve ser guardado em chutes[1]. Quando quisermos ver todos os chutes, podemos também fazer um for que vai de 0 a tentativas.

Vamos começar declarando essas variáveis, antes do do-while:

char chutes[26];

int tentativas = 0;

Agora, vamos começar a salvar os chutes do usuário nesse array. Logo após capturarmos o char no scanf(), vamos guardá-lo no array. Já sabemos que a posição livre do array está na variável tentativas:

char chute;

printf("Qual letra? ");

scanf(" %c", &chute);

chutes[tentativas] = chute;

tentativas++;

Agora vamos voltar ao nosso loop anterior, que exibe a palavra escondida. Precisamos de alguma inteligência ali: se o usuário já chutou aquela letra, precisamos exibir a letra. Se ele nunca chutou essa letra, exibimos o underscore. Para isso, para cada letra da palavra secreta, precisamos fazer um loop dentro do array de chutes, e ver se ela está lá.

Esse loop precisa ter uma variável de fora, tomando conta do resultado. Afinal, se acharmos a letra, em qualquer posição do array, devemos pará-lo, e imprimir a letra. Se, após passarmos em todo o array e o loop acabar, e a letra não está lá, então exibimos o underscore.

Veja, em código, a variável achou, que valerá 1, se acharmos a letra no array de chutes. Vamos colocar a impressão logo no começo do do-while, e remover o for que tínhamos mais embaixo (afinal, precisamos mostrar a forca antes de pedir a próxima letra). Repare também que usamos a letra j para o loop de dentro, afinal a variável i já está sendo usada pelo loop de fora:

do {

for(int i = 0; i < strlen(palavrasecreta); i++) {

int achou = 0;

for(int j = 0; j < tentativas; j++) {

if(chutes[j] == palavrasecreta[i]) {

achou = 1;

break;

}

}

if(achou) {

printf("%c ", palavrasecreta[i]);

} else {

printf("\_ ");

}

}

printf("\n");

// ...

}

Veja que o for aninhado, ou seja, o for que está dentro do for, inicializa uma variável j que varia de 0 até a quantidade de tentativas já dadas. E aí, ele compara se a letra que está em chutes[j] é igual a letra que está em palavrasecreta[i]. Repare que j vai variar de 0 até o número de chutes, enquanto i vai valer 0. Depois, j vai variar novamente de 0 até o número de chutes, enquanto i vai valer 1. E assim por diante. Ou seja, compararemos todos com todos.

Vamos fazer o que chamamos de **teste de mesa**, ou seja, simular nosso código no papel. Imagine que a palavra secreta seja "MAO", e que os chutes dados foram "X" e "A" (ou seja, a quantidade de tentativas nesse momento é 2).

* i = 0, j = 0, palavrasecreta[0] é 'M' e chutes[0] = 'X'. M não é X, o loop continua.
* i = 0, j = 1, palavrasecreta[0] é 'M' e chutes[1] = 'A'. M não é A, o loop continua.
* i é incrementado.
* i = 1, j = 0, palavrasecreta[1] é 'A' e chutes[0] = 'X'. A não é X, o loop continua.
* i = 1, j = 1, palavrasecreta[1] é 'A' e chutes[1] = 'A'. **A é A**, o loop é quebrado, achou = 1, letra é impressa.
* i é incrementado.
* i = 2, j = 0, palavrasecreta[1] é 'O' e chutes[0] = 'X'. O não é X, o loop continua.
* i = 2, j = 1, palavrasecreta[1] é 'O' e chutes[1] = 'A'. O não é A, o loop continua.
* loop maior termina.

Loops dentro de loops podem parecer complicados no começo. Então use e abuse de testes de mesa. Coloque as variáveis que estão definidas naquele momento, e vá trocando uma a uma. Se quiser, coloque printfs no código, imprimindo as variáveis i, j, e quaisquer outras que quiser para ajudá-lo no entendimento.

Neste momento, nosso jogo já se parece mais com um jogo de forca. O usuário consegue chutar letras, e vamos mostrando as letras conforme ele acerta. Estamos caminhando bem.

Implemente o jogo de Forca. Chegue no mesmo ponto que chegamos neste capítulo.

O código ficará assim:

#include <stdio.h>

#include <string.h>

int main() {

char palavrasecreta[20];

sprintf(palavrasecreta, "MELANCIA");

int acertou = 0;

int enforcou = 0;

char chutes[26];

int tentativas = 0;

do {

for(int i = 0; i < strlen(palavrasecreta); i++) {

int achou = 0;

for(int j = 0; j < tentativas; j++) {

if(chutes[j] == palavrasecreta[i]) {

achou = 1;

break;

}

}

if(achou) {

printf("%c ", palavrasecreta[i]);

} else {

printf("\_ ");

}

}

printf("\n");

char chute;

printf("Qual letra? ");

scanf(" %c", &chute);

chutes[tentativas] = chute;

tentativas++;

} while (!acertou && !enforcou);

}

*Está perdido? Você pode ver* [*aqui*](https://gist.github.com/mauricioaniche/b0f02fbde64fef39ce95) *o código implementado até este momento.*

**Resumindo**

Nesta aula, você aprendeu:

* O que são arrays.
* Como declarar arrays.
* Como escrever dentro de arrays.
* Como pegar o conteúdo de uma posição do array.
* Que as posições do array começam no 0, e não no 1.
* Que arrays de char são arrays como qualquer outro.
* Que se guardamos uma string em um array de char, o caractere \0 deve ser colocado ao fim da palavra.
* Que podemos colocar loops dentro de loops.

Vimos até então que todas as variáveis que declaramos, sejam elas simples ou arrays, ficam armazenadas na memória do computador. A pergunta é: como ele faz isso? Como ele guarda por exemplo um número, dentro daquela peça de hardware que chamamos de memória?

Acredite ou não, uma memória de computador consegue apenas diferenciar duas coisas: se algo está imantado para um lado ou para o outro. A um dos lados atribuímos o valor 1, e ao outro, o valor 0. Ou seja, a memória de um computador não consegue guardar um número como "42", pois ela não consegue guardar nem "4" nem "2". Ela consegue guardar apenas "1"s e "0"s. E aí vem o desafio: precisamos representar qualquer coisa, usando apenas esses dois números.

Vamos ver como isso funciona devagar. Imagine o número 0, como representar ele? Fácil: 0. E o número 1? Também é fácil, 1. Pronto, temos um **bit**.

O desafio começa quando queremos representar o número 2, usando somente os números 0 e 1. A solução é usar o 10 para representar o número 2. Cuidado. Não leia 10 como dez, leia como "um zero", afinal ele não vale "dez". E o número três? 11. Isto é, "um um". E depois o número quatro? 100. Depois 101, 110, 111.

Ficamos com uma tabela:

0 => 0

1 => 1

2 => 10

3 => 11

4 => 100

5 => 101

6 => 110

7 => 111

8 => 1000

...

Repare que a conta aqui é parecida com a que fazemos com base decimal (que é a base que usamos, ou seja, representando todos os números possíveis usando apenas de 0 a 9). Veja que não temos um "desenho" para o número dez. O que fazemos quando chegamos no maior número da nossa escala (que no caso é 9)? Empurramos um dígito para esquerda, e começamos a contagem de novo: 10, 11, 12, 13, e assim por diante.

Com números binários, é a mesma coisa. Tínhamos o 0, e depois o 1. Como 1 é o maior dígito que temos, empurramos um dígito para a esquerda, e começamos a contagem de novo: 0, 1, 10, 11, 100, 101, 110, 111, e assim por diante.

Assim como na matemática tradicional, podemos preencher com zero a esquerda para padronizar a quantidade de dígitos. Por exemplo, se usarmos 8 dígitos, ou seja, 8 bits, temos:

0 => 00000000

1 => 00000001

2 => 00000010

3 => 00000011

4 => 00000100

5 => 00000101

6 => 00000110

7 => 00000111

8 => 00001000

9 => 00001001

10 => 00001010

11 => 00001011

12 => 00001100

13 => 00001101

14 => 00001110

15 => 00001111

O conjunto de 8 bits juntos é conhecido por 1 byte. Podemos seguir o mesmo padrão até qualquer número inteiro. Um inteiro em C tem 4 bytes. Isso quer dizer que usamos 4 vezes 8 = 32 bits. Com 32 dígitos, conseguimos representar números bastante grandes.

O conjunto de 8 bits juntos é conhecido por 1 byte. Podemos seguir o mesmo padrão até qualquer número inteiro. Um inteiro em C tem 4 bytes. Isso quer dizer que usamos 4 vezes 8 = 32 bits. Com 32 dígitos, conseguimos representar números bastante grandes.

## Bits: 8, 16, 32, 64

Se tivéssemos apenas oito bits para representar um número inteiro, poderíamos representar 2 elevado a 8 números, que é igual a 256. Parece pouco, mas acredite ou não, nossos primeiros videos games, como o Master System, tinham processadores de 8 bits, e sabiam só representar números de 0 a 255.

O Mega Drive, um pouco melhor, tinha um processador de 16 bits, e com isso, representava números inteiro de 0 a 65.535 (ou seja, 2 elevado a 16 números diferentes). Não é a toa que os jogos do Master tinham em geral no máximo 256 cores, enquanto as do Mega tinham até 65 mil.

Mas mesmo esse número, será que ele é capaz de representar todos os números inteiros que queremos? Ou ainda um processador capaz de entender e armazenar 16 bits é capaz de representar todas as letras de todos os alfabetos do mundo?

Os processadores modernos são capazes de representar números com até 64 bits, o que dá bons bilhões, além de todo o conjunto de caracteres dos alfabetos existentes no mundo. Mesmo assim existem otimizações para representar o alfabeto, como um padrão famoso por ter substituído o ASCII como mais utilizado na internet em 2008, o UTF-8.

Agora temos a questão dos números com ponto flutuante. Como representar tais números, se o computador só conhece zeros e uns? Do mesmo jeito que fizemos com as letras, precisamos de algum padrão. Para entender melhor, vamos criar o nosso próprio padrão, mais simples do que um usado hoje em dia.

Imagine o número treze e meio, também conhecido como 13,5. Quantos dígitos ele possui antes da casa decimal? Dois (em binário, 0010). Quaia são esses dígitos? 1 (0001) e 3 (0011). Por fim, o valor da casa decimal é 5 (0101). Portanto, para representar o número 13,5, utilizaremos a notação que indica o número de casas antes da vírgula (2), o valor dela, dígito a dígito (1 e 3) e o valor decimal (5):

0010 0001 0011 0101

Pronto. O computador é capaz de entender números como 13,5. Com isso, somos capazes de representar qualquer número com casas decimais, cuja quantidade de dígitos é finita, mesmo que essa técnica esteja longe de ser ótima ou perfeita.

Mas ainda temos uma limitação: neste tipo de abordagem, como representar o valor 1 / 3, isto é, um terço? Esse número tem uma quantidade infinita de dígitos.

Uma primeira opção seria arredondarmos o número 0,3, perdendo precisão:

0001 0000 0011

Já que o arredondamento foi ruim, podemos tentar melhorá-lo 0,33:

0001 0000 0011 0011

Ou mais ainda, 0,333:

0001 0000 0011 0011 0011

Como o computador costuma seguir padrões de tamanho fixo, é comum que o número de ponto flutuante, assim como um número inteiro, utilize 64 bits. Isso limita a nossa aproximação. Para nosso um terço, usando essa idéia apresentada (não ideal), temos a melhor aproximação de 0,333.3 com 62 casas após a vírgula.

0001 0000 0011 0011 0011 ... 0011

Nossa abordagem de representação é bastante limitada, mas a representação escolhida por um processador é bem mais inteligente que essa e permite aproximações muito boas.

A base binária, como vimos, tem somente dois algarismos distintos para representar **todos** os números. A que utilizamos no dia a dia, tem dez algarismos. Entretanto, uma outra base bastante utilizada, a base hexadecimal, que tem 16 algarismos. Para representar números de 0 a 15, precisamos apenas de quatro bits.

Agora precisamos de 16 "desenhos" para representar os 16 possíveis algarismos. Para isso completamos os números de 0 a 9 com as letras A, B, C, D, E e F para representar os outros seis algarismos faltantes. Novamente, sem a necessidade de decorar a fórmula de transformação, a tabela a seguir mostra os 16 primeiros números em base hexadecimal:

0 => 0

1 => 1

2 => 2

3 => 3

4 => 4

5 => 5

6 => 6

7 => 7

8 => 8

9 => 9

10 => A

11 => B

12 => C

13 => D

14 => E

15 => F

E poderíamos continuar, com:

16 => 10

17 => 11

18 => 12

...

32 => 21

...

177 => B1

...

255 => FF

Portanto, com dois algarismos de base hexadecimal (16 possibilidades cada), conseguimos representar 16 \* 16, 256, números.

Como representar letras (chars) em números binários? Basta fazermos uma tabela, dando um número para cada letra. Por exemplo, 'A = 65'. Então 'B = 66', 'C = 67':

A => 65 => 01000001

B => 66 => 01000010

C => 67 => 01000011

...

Z => 90 => 01011010

Pronto, o computador é capaz de representar todas as letras existentes no nosso alfabeto usando somente 8 dígitos, 0 ou 1. Essa tabela do nosso alfabeto, incluindo diversos outros caracteres é a **tabela ASCII**, usada por muito tempo como o principal padrão de tradução de números e caracteres por um computador.

Agora, um último desafio: como representar uma imagem? É fácil. Mapearemos uma imagem para um conjunto de números inteiros. E já sabemos que conseguimos representar números inteiros de forma binária.

Imagine então uma foto. Ela é composta por diversos pontos, e cada um desses pontos tem uma cor diferente. Imagine que a foto tem 1000 por 1000 pontos. O que podemos fazer é primeiro enumerar todas as cores existentes. Mas vamos limitá-las a 256 diferentes:

cor0 = verde

cor1 = vermelho

cor2 = azul

cor3 = preto

cor4 = branco

...

cor255 = cinza

Mas não podemos usar o nome da cor: precisamos dar um número para ela. Por exemplo:

cor0 = 00FF00 (verde)

cor1 = FF0000 (vermelho)

cor2 = 0000FF (azul)

cor3 = 000000 (preto)

cor4 = FFFFFF (branco)

...

cor255 = CCCCCC (cinza)

Com essa tabela em mãos, podemos escrever uma linha para cada ponto na foto. Se o primeiro ponto da foto é vermelho (cor1) e o segundo azul (cor2) e o terceiro cinza (cor255), em uma imagem com diversas linhas, temos:

cor1 cor2 cor255 cor3 cor3 cor2 cor3 cor255

cor1 cor3 cor255 cor3 cor2 cor3 cor3 cor255

...

Mas como sabemos que temos no máximo 256 cores, podemos representá-las mais facilmente com números em hexadecimal:

01 02 FF 03 03 02 03 FF

01 03 FF 03 02 03 03 FF

...

Isto é, a sequência 01 02 FF representa uma pequena imagem de 3 pontos, cujas cores seriam vermelho, azul e cinza. Já 0102FF03030203FF\n0103FF03020303FF representa uma imagem com 2 linhas e 8 colunas.

Com isso podemos representar qualquer imagem com tamanho finito (que caiba na memória) e que o número de cores esteja limitado a 256. Esse é o raciocínio atrás de um mapa de bits de cores, um **bitmap**, o formato BMP, muito utilizado antigamente no mundo da computação. Sua adoção não é mais tão grande devido ao tamanho que o mesmo ocupa: uma imagem com grande qualidade exige uma tabela de cores enorme, e um número de pontos maior ainda. Algoritmos de compressão como o JPEG dominam esse mercado.

Assim como pensamos na alternativa de representar um terço como uma fração (um dividido por três), poderíamos representar uma imagem como uma sequência de traços, círculos etc. E essa também é uma idéia boa para diversos tipos de imagem, e é o raciocínio por trás das imagens vetoriais, como o **SVG**.

O mesmo pode ser aplicado ao mundo da música, com o WAV e MP3, aos filmes etc. No fim, representamos desde um número inteiro até uma imagem de tomografia com apenas zeros ou uns. Assustador.

Você reparou que nosso jogo ainda não tem uma mensagem de bem vindo ao usuário? Vamos colocá-la então:

int main() {

// imprime cabecalho

printf("/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/\n");

printf("/ Jogo de Forca \*/\n");

printf("/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/\n\n");

// codigo continua aqui

}

Nosso jogo, em termos de funcionalidades, está andando bem. Mas vamos dar uma pausa nelas, para atacar outro detalhe importantíssimo na hora de fazermos um software. Você lembra do código do jogo de adivinhação? Ele ficou muito legal, mas ao final da implementação, tínhamos uma função main() com mais de 100 linhas de código. São muitas linhas, e isso dificulta muito o entendimento do código por outras pessoas. Você mesmo, faça o teste. Daqui algumas semanas, volte e olhe o mesmo código: você lembrará muito menos dele.

Precisamos aprender a dividir nosso programa em partes menores, que sejam mais fáceis de serem lidas. Precisamos fazer igual as bibliotecas do C fazem. Por exemplo, quando você quer imprimir algo na tela, você chama a função printf(). Você não sabe como ela funciona por dentro, apenas sabe que ela imprime. A mesma coisa com o `scanf()´: você não sabe como ela faz, apenas o quê ela faz.

## Escrevendo funções

Imagine se conseguíssemos trocar então as 3 linhas responsáveis pela abertura do jogo, e trocar por uma única linha? Ao parecido com o comentário, mas em formato de código, sem espaços, usando os parênteses, e terminando a linha com ponto-e-vírgula:

abertura();

O que queremos aqui é criar o que chamamos de **funções**. Funções são blocos de código encapsulados e que podem ser reutilizados ao longo do nosso programa. Por exemplo, se criarmos uma função que se chama abertura(), contendo aquelas 3 linhas de impressão, sempre que a invocarmos, nosso programa fará isso. É igual ao printf() ou scanf(): ambos são funções, que utilizamos ao longo do nosso programa.

Vamos criar essa função e usá-la em nosso programa. Escreveremos esse código fora da função main (afinal, ela própria é uma função, e não podemos ter funções dentro de funções). Para declarar uma função, precisamos no mínimo de um nome. Pode ser qualquer palavra, como por exemplo, o nome que escolhemos. Então, faremos void abertura(). Você não precisa entender o void por enquanto, e nem o abre e fecha parênteses. Em seguida, abriremos chaves e colocaremos o conteúdo dela dentro desse bloco de código:

void abertura() {

printf("/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/\n");

printf("/ Jogo de Forca \*/\n");

printf("/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/\n\n");

}

Agora vamos fazer uso dessa função. E o faremos dentro do método main(). Vamos remover aquelas 3 linhas, que agora estão já na função certa, e apenas invocá-la. Para invocar é fácil, usamos seu nome e parênteses:

int main() {

abertura();

// codigo continua aqui

}

Se rodarmos nosso código agora, o comportamento ainda é o mesmo. A diferença é que agora nosso método main é um pouco mais fácil de ser lido. Quando o programador lê abertura(), ele sabe que é ali que é feita a abertura, mas não sabe os detalhes. Se ele quiser saber os detalhes, ele vai ler então o corpo da função abertura(). Diminuímos a quantidade de código que o programador precisou ler para entender o método main().

Vamos entender o que acontece com a máquina ao executar esse código. Quando o programa começa, ele automaticamente executa a função main(). Ele vai executando linha a linha do código. Até aí, sem novidades. Mas, quando ele encontra uma chamada para outra função, por exemplo, a função abertura(), ele então "suspende" a execução do método main(), e vai para o outro método. Lá, o procedimento é o mesmo. Ele executa linha a linha. Quando o método abertura() acaba, ele volta então para o método main e continua a execução a partir dali.

Se tivéssemos uma outra chamada de função dentro do abertura(), o comportamento seria o mesmo. A máquina suspenderia a execução desse método, executaria o outro, e quando ele acabasse, voltaria para ele, que, por sua vez, quando acabasse, voltaria para o main.

## Mais funções

Veja agora o código principal do nosso jogo, e mais especificamente o conteúdo dentro do do-while. Repare nos três comentários de código. Será que também não conseguimos os transformar em funções?

do {

// imprime a palavra secreta

for(int i = 0; i < strlen(palavrasecreta); i++) {

int achou = 0;

// a letra já foi chutada?

for(int j = 0; j < tentativas; j++) {

if(chutes[j] == palavrasecreta[i]) {

achou = 1;

break;

}

}

if(achou) {

printf("%c ", palavrasecreta[i]);

} else {

printf("\_ ");

}

}

printf("\n");

// captura um novo chute

char chute;

printf("Qual letra? ");

scanf(" %c", &chute);

chutes[tentativas] = chute;

tentativas++;

} while (!acertou && !enforcou);

Repare o primeiro comentário, **"imprime a palavra secreta"**. Ele engloba o for, que é responsável por imprimir a forca. O segundo comentário, **a letra já foi chutada?**, engloba o segundo for, que é responsável por dizer se uma determinada letra já foi chutada pelo usuário ou não. Por fim, o último comentário, **captura um novo chute**, pega um novo chute do usuário.

Vamos pegar então o último comentário e também transformá-lo em uma função. Afinal, isso deixará nosso código ainda mais legível. O procedimento é o mesmo: vamos criar a função chuta():

void chuta() {

char chute;

printf("Qual letra? ");

scanf(" %c", &chute);

chutes[tentativas] = chute;

tentativas++;

}

Vamos agora também invocá-la dentro do main. E, claro, no lugar do código antigo, que removemos em prol dessa nova função:

int main() {

do {

// ...

chuta();

} while(!acertou && !enforcou);

}

Fizemos o mesmo procedimento de anteriormente, mas dessa vez o código não compila. Veja o erro: ele reclama que a variável chutes não existe. E o compilador está certo, afinal a variável chutes existe apenas dentro da função main:

forca.c:15:2: error: use of undeclared identifier 'chutes';

did you mean 'chute'?

chutes[tentativas] = chute;

^~~~~~

chute

Variáveis vivem, e são visíveis, apenas no escopo em que foram declaradas. Por exemplo, se declaramos uma variável dentro do método main(), essa variável estará visível somente dentro desse método e dos escopos declarados dentro desse método (por exemplo, se você tiver um for dentro desse método, ele conseguirá ver essa variável).

No código abaixo, a variável multiplicador, declarada dentro do método main() é visível em todo lugar dentro dessa função. Já a variável resultado, declarada dentro do for é visível somente dentro desse for (ou em outros escopos que fossem declarados dentro dele). Entretanto, ambas não são visíveis dentro da função abertura():

void abertura() {

// aqui nao enxergamos a variável multiplicador

printf("Tabuada do ");

printf("Quero imprimir o multiplicador aqui, mas nao consigo...");

}

int main() {

int multiplicador = 2;

abertura();

for(int i = 0; i < 10; i++) {

int resultado = multiplicador \* i;

printf("%d x %d = %d", i, multiplicador,

resultado);

}

}

Para resolver esse problema, temos duas soluções. A primeira delas é passando as variáveis que queremos para as outras funções. E podemos fazer isso. Basta, no momento da declaração da variável, dizermos quais serão os parâmetros que ela receberá. E, na hora de invocarmos, passamos os parâmetros pra ela. Fazemos isso nos "parênteses" no momento da declaração. Basta dizermos o nome do parâmetro e seu tipo.

Veja, por exemplo, a função abertura() recebendo como parâmetro um inteiro multiplicador. Esse parâmetro é como se fosse uma variável para aquela função. Ela existe naquele escopo e pode ser manipulada como qualquer outra variável:

void abertura(int multiplicador) {

// aqui temos uma variável chamada multiplicador

// e seu valor será definido por quem chamar essa função

printf("Tabuada do %d", multiplicador);

}

Isso significa que não podemos mais invocar a função abertura() sem passar os seus parâmetros. Sempre precisamos passar os parâmetros que as funções requerem. Nesse caso em particular, precisamos sempre passar um inteiro pra ela. Veja:

// passando um inteiro diretamente

abertura(2);

E, já que ela recebe um inteiro, porque não passar também um inteiro que está em uma variável? Veja:

int main() {

// passando uma variável

int numero = 10;

abertura(numero);

}

Repare que estamos passando a variável numero como parâmetro para a função abertura(). Ela contém o número 10. Isso quer dizer que, quando a função abertura for executada, o parâmetro multiplicador valerá 10 também. É como se a máquina "copiasse" o valor da variável numero e colasse na variável multiplicador.

Para que esse nosso pequeno código de tabuada funcione, basta então invocarmos o método abertura(), passando a variável multiplicador. Repare que, apesar de ambos os nomes serem iguais (o da variável e o do parâmetro), não é o nome que fez tudo acontecer. Ou seja, o parâmetro multiplicador é diferente da variável multiplicador que está na main(); apenas os conteúdos é que são iguais. Lembre-se que, quando você chama uma função, por exemplo, abertura(10), a máquina pega o número 10 e coloca dentro do parâmetro que foi declarado na função (que pode ter qualquer nome).

void abertura(int multiplicador) {

printf("Tabuada do %d\n", multiplicador);

}

int main() {

int multiplicador = 2;

abertura(multiplicador);

for(int i = 0; i < 10; i++) {

int resultado = multiplicador \* i;

printf("%d x %d = %d\n", i, multiplicador,

resultado);

}

}

Está perdido? O código do exemplo da tabuada pode ser encontrado [*aqui*](https://gist.github.com/mauricioaniche/84aa107071d8b8bf5fcf).

Escreva uma função potencia() que receba dois inteiros, a e b, calcule a potência a^b, ou seja, a elevado a b e imprima o resultado.

Inicializamos uma variável resultado com 1, e aí iteramos b vezes em um for, cujo código é multiplicar o número atual por a.

void potencia(int a, int b) {

int resultado = 1;

for(int i = 0; i < b; i++) {

resultado = resultado \* a;

}

printf("O resultado é %d", resultado);

}

Voltando ao nosso jogo, precisamos fazer com que a função chuta receba então o array de chutes e a variável tentativas. Vamos então colocar esse parâmetro na assinatura do método. Repare em como declaramos que o parâmetro chutes é do tipo array de char.

void chuta(char chutes[], int tentativas) {

char chute;

printf("Qual letra? ");

scanf(" %c", &chute);

chutes[tentativas] = chute;

}

E agora, passamos o array e o inteiro, que foram declarados no método main, para a função chuta():

chuta(chutes, tentativas);

tentativas++;

Novamente, repare que os parâmetros chutes e tentativas são "variáveis diferentes" do chutes e tentativas que estão no método main. Mas isso pode ser um problema, dependendo do caso. No próximo capítulo, falamos mais sobre isso.

Escreva uma função soma(int numeros[10]) que receba um array de inteiros e imprime a soma de todos os elementos dentro desse array.

Confira o resultado a seguir.

Segue uma possível implementação:

void soma(int numeros[10]) {

int total = 0;

for(int i = 0; i < 10; i++) {

total += numeros[i];

}

printf("O total é %d", total);

}

O código ficará assim:

#include <stdio.h>

#include <string.h>

char palavrasecreta[20];

char chutes[26];

int tentativas = 0;

void abertura() {

printf("/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/\n");

printf("/ Jogo de Forca \*/\n");

printf("/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/\n\n");

}

void chuta() {

char chute;

printf("Qual letra? ");

scanf(" %c", &chute);

chutes[tentativas] = chute;

}

int jachutou(char letra) {

int achou = 0;

for(int j = 0; j < tentativas; j++) {

if(chutes[j] == letra) {

achou = 1;

break;

}

}

return achou;

}

void desenhaforca() {

printf("Você já deu %d chutes\n", tentativas);

for(int i = 0; i < strlen(palavrasecreta); i++) {

if(jachutou(palavrasecreta[i])) {

printf("%c ", palavrasecreta[i]);

} else {

printf("\_ ");

}

}

printf("\n");

}

void escolhepalavra() {

sprintf(palavrasecreta, "MELANCIA");

}

int main() {

int acertou = 0;

int enforcou = 0;

abertura();

escolhepalavra();

do {

desenhaforca();

chuta();

tentativas++;

} while (!acertou && !enforcou);

}

Para provar que quando usamos parâmetros em funções e passamos uma variável como parâmetro, mesmo que os nomes sejam iguais, elas são diferentes, veja o progama abaixo. O método main contém uma variável tentativas, e ele faz operações de incremento com essa variável e imprime. Em seguida, ele passa a variável para a função joga(), que faz um incremento, e imprime. Ao final, o método main imprime novamente o valor da variável.

#include <stdio.h>

void joga(int tentativas) {

printf("joga %d\n", tentativas);

tentativas++;

printf("joga %d\n", tentativas);

}

int main() {

int tentativas = 0;

printf("main %d\n", tentativas);

tentativas++;

printf("main %d\n", tentativas);

tentativas++;

printf("main %d\n", tentativas);

joga(tentativas);

printf("main %d\n", tentativas);

}

O interessante é a saída desse programa. Veja que a variável no método main() vale 2, quando chamamos a função joga(). Em seguida, a função joga() incrementa 1, e podemos ver que ela imprime o número 3. Mas, quando voltamos para a função main, ele imprime novamente 2:

main 0

main 1

main 2

joga 2

joga 3

main 2

Isso nos prova que ambas as variáveis apesar de terem o mesmo nome, são diferentes. Quando invocamos a função joga(), passando a variável tentativas, declarada no método main, a máquina copia o conteúdo dela, cria uma nova variável chamada tentativas, que será visível só na função joga(). Quando a função joga() termina, e o programa volta pro método main, a variável tentativas continua valendo 2. Afinal, ela não foi modificada depois disso.

Esse isolamento entre as funções é uma coisa boa. Imagine se você passasse uma variável como parâmetro para uma função, e essa função tivesse a liberdade de mudá-la? Seu programa seria mais complicado de ser entendido, afinal, você não saberia bem quem mudou a variável e quando. É por isso que chamamos isso de **passagem por cópia**. Ou seja, sempre que passamos uma variável para uma função, a máquina copia a variável e cria uma nova, para que a original fique intacta.

Muitas vezes a passagem por cópia é suficiente. Mas, às vezes não. Volte ao nosso jogo, e veja a variável tentativas. Ela deveria contar a quantidade de chutes já dados pelo jogador. O método chuta é o responsável por incrementar essa variável, mas é a variável tentativas do método main também fosse incrementada. Nesse momento, o parâmetro tentativas é o que é incrementado, e sabemos que eles são variáveis diferentes. Ou seja, gostaríamos, nesse caso, que a variável tentativas da função chuta fosse a mesma da função main.

void chuta(char chutes[26], int tentativas) {

char chute;

scanf(" %c", &chute);

chutes[tentativas] = chute;

}

int main() {

// ...

chuta(chutes, tentativas);

// a soma precisa acontecer na variável

// 'tentativas', que existe no escopo

// da função 'main'

tentativas++;

// ...

}

**Passagem por referência**

Podemos dizer ao nosso programa que não queremos que ele passe o parâmetro por cópia, mas sim, pelo que chamamos de **referência**. A passagem por referência é algo bastante avançado. Como que a máquina faz para passar uma variável por referência? Simples, ela passa a posição da memória que essa variável está. Imagine a memória do computador como uma fita imensa e numerada. Todas as variáveis de nossos programas ficam nessa fita, em algum lugar.

Pense novamente na passagem por cópia. Imagine que a variável tentativas do método main está na posição 10 da memória. Quando passamos por cópia, a máquina aloca um novo espaço na memória para a nova variável tentativas. Imagine que ela ficou na posição 200. Ou seja, uma variável aponta para a posição 10, enquanto a outra aponta para a posição 200.

Você precisa pensar agora em variáveis como se elas fossem setas, ou melhor, **ponteiros** para endereços de memória, pois é exatamente isso que elas são.
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E, se no fundo, variáveis são apenas ponteiros para endereços de memória, por quê não ter duas variáveis que apontam para o mesmo endereço? Podemos fazer isso. Por exemplo, se quisermos ver o endereço de memória que uma variável aponta, usamos o caractere **&**. O programa abaixo imprime o endereço de memória da variável c. Repare que sempre que o rodarmos, o número será diferente, afinal, cada hora a máquina decide pegar um endereço de memória diferente (e que está livre naquele momento, claro):

#include <stdio.h>

int main() {

int c = 10;

printf("%d\n", &c);

}

Isso quer dizer que se passarmos como parâmetro para uma função, um &c, por exemplo, estaremos passando o endereço de memória que essa variável está. Isso quer dizer que se modificarmos o conteúdo que está dentro desse endereço, então ele será modificado para todo mundo que tenha uma variável apontada pra lá.

Se você declara uma variável do jeito que está acostumado, então a máquina esconde de você a ideia de que ela é na verdade um ponteiro. E é por isso que você consegue fazer coisas como atribuições, por exemplo, c = 10, e a máquina faz o processo de pegar o endereço de memória que está escondido em c e colocar o valor 10.

Mas, você também tem a opção de manipular diretamente um endereço de variável. Ou seja, declarar um ponteiro. Um ponteiro simplesmente contém um endereço de memória. Declarar um ponteiro é parecido com declarar uma variável: precisamos de um nome e de um tipo. Mas, completamos o tipo com estrela (\*).

Veja o exemplo abaixo, onde declaramos um ponteiro para um inteiro. Se ele é um ponteiro, quer dizer que podemos guardar o endereço da variável c lá dentro. Para pegar o endereço dela, basta usarmos o &.

int c = 10;

int\* ponteiro;

ponteiro = &c;

Nesse momento, a variável ponteiro aponta para o mesmo lugar que c aponta. Se imprimirmos então &c e ponteiro, o resultado é o mesmo:

printf("%d %d", ponteiro, &c);

Agora, se quisermos acessar o que está dentro do endereço para qual ponteiro aponta, usamos o \* na frente da variável. Por exemplo, se imprimirmos a variável c e \*ponteiro, o resultado é o mesmo (10):

printf("%d %d", \*ponteiro, c);

Ou seja, se a variável é um ponteiro, e queremos acessar o conteúdo que está dentro do endereço que ela aponta, usamos estrela. Veja novamente o código inteiro, e perceba como manipulamos uma variável normal e uma variável ponteiro.

int c = 10;

int\* ponteiro;

// ponteiro apontando para o mesmo endereco de c

ponteiro = &c;

// imprime o endereco da variavel c

printf("%d %d\n", ponteiro, &c);

// imprime o conteúdo da variavel c

printf("%d %d\n", \*ponteiro, c);

exercício proposto

Escreva uma função soma que recebe um ponteiro de inteiro num e mais dois inteiros a e b. A função deve calcular a soma de a+b em num.

A função ficará assim:

void soma(int\* num, int a, int b) {

\*num = a + b;

}

Sabendo disso, vamos então passar a variável tentativas como referência. Ou seja, vamos passar o endereço de memória dela para a função chuta, usando o &:

chuta(chutes, &tentativas);

Claro que se passamos um ponteiro de inteiro para a função, é porque ela recebe um ponteiro de inteiro. Precisamos mudar a assinatura do método chuta(), e fazê-lo receber um int\* tentativas. Além disso, precisamos usar o \* para acessar o conteúdo que o ponteiro tentativas aponta. Veja:

void chuta(char chutes[], int\* tentativas) {

char chute;

printf("Qual letra? ");

scanf(" %c", &chute);

chutes[\*tentativas] = chute;

(\*tentativas)++;

}

Podemos agora colocar um printf em nosso jogo, mostrando o número de tentativas. Você verá que, como estamos passando o ponteiro da variável, o número é modificado na variável que queremos.

do {

printf("Você já deu %d chutes\n", tentativas);

// ...

}

Ponteiros, apesar de parecerem complicados em um primeiro instante, são poderosíssimos.

![https://s3.amazonaws.com/caelum-online-public/introducao-a-c/parte2/ponteiros.png](data:image/png;base64,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)

\*Está perdido? O código até o momento pode ser encontrado [aqui](https://gist.github.com/mauricioaniche/43137829f5ba0c3f9480).

Você deve estar se perguntando o motivo pela qual tivemos que passar o inteiro como ponteiro, mas não o array. Isso não muda: se quisermos mudar uma variável que está declarada em outro escopo, não tem solução: precisamos mexer direto em seu endereço de memória, e usar ponteiros.

E, acredite ou não, fizemos isso no array. Um array é por padrão um ponteiro. A variável chutes é um ponteiro que aponta para o inteiro que está na primeira posição do array. Sabemos que a primeira posição do array é chutes[0]. Se fizermos &chutes[0], temos o endereço de memória desse primeiro inteiro. Esse número é igual a chutes.

Veja o código:

printf("%d %d", chutes, &chutes[0]);

Agora que você está entendendo mais sobre a memória, veja que um array é uma "sequência de variáveis" declaradas. Em particular, essas variáveis estão exatamente uma do lado da outra. Quando declaramos um array de 10 posições, a máquina procura por um lugar onde caibam 10 inteiros, um ao lado do outro.

Quando fazemos chutes[2], por exemplo, a máquina então pega a posição de memória da primeira posição desse array, e vai navegando até a posição que quer. No exemplo, o número 2 quer dizer a terceira posição do array. Ele pula então 3 casas e chega no próximo inteiro.

Mas você lembra que discutimos o tamanho de um inteiro? Um inteiro ocupa 4 bytes. Isso quer dizer que se você declara uma variável inteira, a máquina separa 4 bytes da memória pra ele. Em um array, a mesma coisa, se temos um array de inteiros de 10 posições, precisamos de 40 bytes. Ou seja, se &chutes[0] nos retorna 10, &chutes[1] nos retornará 14, pois é onde o segundo inteiro começa.

![https://s3.amazonaws.com/caelum-online-public/introducao-a-c/parte2/arrays.png](data:image/png;base64,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)

Veja, em código. O programa abaixo declara um array de inteiros de 3 posições. Em seguida, imprimimos a posição de memória que estão guardados cada um desses números. Sabemos que um inteiro tem 4 bytes, e que os ítens de um array são guardados um ao lado do outro. Portanto, os números devem crescer de 4 em 4.

#include <stdio.h>

int main() {

int numeros[3];

printf("%d %d %d\n", &numeros[0], &numeros[1], &numeros[2]);

}

A saída (que é diferente a cada vez que executarmos o trecho de código, pois o endereço de memória muda) com os endereços, pulando de 4 em 4 bytes, como esperado:

1458119804 1458119808 1458119812

Podemos tratar esse int[] como um int\*. Afinal, arrays são ponteiros. Se temos um ponteiro de inteiro, e sabemos que ele aponta para um array, podemos acessar a primeira posição fazendo \*ponteiro. Se quisermos acessar a segunda posição, basta somarmos 1 a esse ponteiro, \*(ponteiro + 1). E assim por diante.

Veja o código abaixo, onde fazemos um loop, e acessamos os valores do array usando o tipo array convencional e usando diretamente o ponteiro:

#include <stdio.h>

int main() {

int numeros[3];

// declarando um ponteiro que aponta pro

// mesmo lugar que o array/ponteiro numeros

int\* ponteiro = numeros;

numeros[0] = 10;

numeros[1] = 20;

numeros[2] = 30;

for(int i = 0; i < 3; i++) {

printf("%d ", numeros[0]);

e

// repare na soma que fazemos com o ponteiro

printf("%d ", \*(ponteiro + i));

printf("\n");

}

}

Sua cabeça a partir de agora deve estar muito diferente. Você consegue ver ponteiros em tudo? Lembre-se que variáveis são ponteiros para endereços de memória. A linguagem de programação geralmente nos esconde isso, e ela que se vira em manipular esse endereço e salvar nossos dados lá. Mas, se precisarmos, a linguagem C nos deixa lidar diretamente com esses endereços de memória.

Exercício proposto:

Escreva a mesma função de potencia que você fez na aula anterior, só que dessa vez, o resultado deve ser salvo em um inteiro que vem na lista de parâmetros da função. Para isso, claro, você precisará receber um ponteiro de inteiro:

int resultado;

potencia(&resultado, 10, 5);

Resposta:

Inicializamos uma variável resultado com 1, e aí iteramos b vezes em um for, cujo código é multiplicar o número atual por a.

void potencia(int\* resultado, int a, int b) {

\*resultado = 1;

for(int i = 0; i < b; i++) {

\*resultado = \*resultado \* a;

}

}

A próxima função que vamos extrair de nosso código é a função que será responsável por nos dizer se o jogador já chutou determinada letra. Veja que é isso que o for de dentro faz. Ele varre a palavra secreta e a lista de chutes, e guarda na variável achou se o usuário já chutou ou não aquela letra.

É fácil ver que esse for usa o array de chutes, afinal, ele precisa passear por todo ele, e precisa também da letra que será procurada. Vamos escrever a função void jachutou(), que receberá um char letra, um char\* chutes (lembre-se que um array é um ponteiro, então podemos receber como um ponteiro), e a quantidade de tentativas.

Vamos também relembrar a lógica dessa função. Ela varria o array, procurando por um chute que seja igual a letra que ele quer comparar. Se ele achar a letra no array, então ele marcava a variável achou como 1. O 1, para nós, significa "verdadeiro". Caso contrário, achou era falso. Essa variável então era usada mais pra baixo, para exibir ou não a letra, mas isso não vem ao caso, já que não faz parte de dizer se uma letra já foi ou não chutada.

void jachutou(char letra, char\* chutes, int tentativas) {

for(int j = 0; j < tentativas; j++) {

if(chutes[j] == letra) {

achou = 1;

break;

}

}

}

Com a função escrita, vamos fazer uso dela e invocá-la no lugar onde o código antigo existia. O código ficou simples. Declaramos a variável achou, a inicializamos com 0, e invocamos nossa função jachutou. Em seguida, o if que imprime ou não a letra usa essa variável:

for(int i = 0; i < strlen(palavrasecreta); i++) {

int achou = 0;

jachutou(palavrasecreta[i], chutes, tentativas);

if(achou) {

printf("%c ", palavrasecreta[i]);

} else {

printf("\_ ");

}

}

Mas esse código ainda não funciona. Afinal, já sabemos que a variável achou, declarada dentro da função main() não é a mesma da declarada dentro da jachutou. Se quisermos "compartilhar" a variável, precisaremos passar o ponteiro dela. Sabemos que isso não é difícil, pois bastaria passarmos o endereço de achou, usando &achou, e receber o ponteiro do outro lado, como parâmetro, um int\* achou.

Apesar da alternativa ser válida, geralmente temos uma solução mais elegante pra isso. Veja que a variável achou é o "resultado" da nossa função jaachou. Ou seja, ela processa, faz um monte de coisa, mas ao final, precisa apenas "contar para quem chamou ela" o resultado dessa variável. Quando uma função precisa devolver apenas um dado (um número, ou char, ou double, ou qualquer outra coisa) para quem a chamou, damos um tipo de retorno para ela.

Até agora, sempre que declaramos uma função, usamos a palavra void ao começo. Usamos void quando a função não precisa retornar nada a quem chamou. Mas, se ela precisar retornar, podemos trocar essa palavra pelo tipo de retorno. Por exemplo, queremos devolver um inteiro, então trocamos a palavra void por int:

int jachutou(char letra, char\* chutes, int tentativas) {

// ...

}

Agora, precisamos indicar qual o valor que deve ser retornado por essa função. Para fazer isso, basta usarmos a palavra return. Quando essa palavra aparece dentro de uma função, geralmente acompanhada por um valor (por exemplo, return 10; para retornar o valor 10), a função para ali e quem chamou essa função recebe esse valor.

Aqui, queremos retornar o conteúdo da variável achou ao final da função. Então colocaremos como última linha, esse retorno. Além disso, precisamos declarar a variável achou no começo dessa função e inicializá-la com 0, pois ela não existia ali até então:

int jachutou(char letra, char\* chutes, int tentativas) {

int achou = 0;

for(int j = 0; j < tentativas; j++) {

if(chutes[j] == letra) {

achou = 1;

break;

}

}

return achou;

}

Agora, nossa função jachutou está pronta. Ela nos devolve um inteiro sempre que invocarmos ela. Esse inteiro vale 1 quando ele achar a letra, e 0 quando não achar. Veja que isso parece uma função da matemática. Dado um conjunto de valores de entrada, ela nos devolve um resultado como saída. É por isso que chamamos de função.

Como matemática nos dá bons exemplos de funções, poderíamos ter uma função que nos devolva o quadrado de um número. Ela receberia um número como parâmetro e devolveria a multiplicação dele por ele mesmo. Veja, em código:

int quadrado(int n) {

return n \* n;

}

Usar essa função é igual igual usar funções que devolvem void. A diferença, claro, é que elas nos retornam algo. Para capturarmos o valor retorno delas, precisamos guardá-la em uma variável. Veja, por exemplo, alguns exemplos de uso da função quadrado(), algumas delas guardando em variáveis, outras usando-as diretamente:

// guardando em uma variável

int resultado = quadrado(2);

printf("%d", resultado);

// usando diretamente em um if

if(quadrado(3) < 10) {

printf("Já sabia, o quadrado de 3 é 9");

}

// usando direto em um printf

printf("%d", quadrado(5));

Voltando ao jogo, vamos agora fazer uso direito da função jachutou. Como vimos que podemos usá-la diretamente dentro do if, sem a necessidade de uma variável auxiliar, vamos usá-la diretamente no condicional que decide mostrar ou não a letra. Veja como nosso código está cada vez mais simples:

for(int i = 0; i < strlen(palavrasecreta); i++) {

if(jachutou(palavrasecreta[i], chutes, tentativas)) {

printf("%c ", palavrasecreta[i]);

} else {

printf("\_ ");

}

}

Escreva uma função soma que recebe um array de inteiros e o tamanho do array, e retorna a soma dos números desse array.

int nums[3];

nums[0] = 10;

nums[1] = 20;

nums[2] = 30;

int total = soma(nums, 3);

Repare no código acima que arrays são por natureza ponteiros, então podemos passá-los diretamente, sem o uso de &.

Resposta proposta:

Repare que recebemos o ponteiro e varremos ele inteiro, somando.

int soma(int\* nums, int tam) {

int total = 0;

for(int i = 0; i < tam; i++) {

total += nums[i];

}

return total;

}

Está perdido? O código até o momento pode ser encontrado [*aqui*](https://gist.github.com/mauricioaniche/8f4365b14086136ce2fa).

Vamos continuar separando em funções. Agora, podemos extrair o loop for de fora, aquele que varre a palavra secreta, para uma função desenhaforca(). Extraí-la é fácil. Basta fazermos a função receber a palavra secreta, os chutes, e a quantidade de tentativas. Como ela não precisa retornar nada, ela é void:

void desenhaforca(char\* palavrasecreta, char\* chutes, int tentativas) {

printf("Você já deu %d chutes\n", tentativas);

for(int i = 0; i < strlen(palavrasecreta); i++) {

if(jachutou(palavrasecreta[i], chutes, tentativas)) {

printf("%c ", palavrasecreta[i]);

} else {

printf("\_ ");

}

}

printf("\n");

}

Fazendo uso dessa função no lugar certo, o loop principal do jogo ficou mais mais simples de ser lido e entendido. Dá até pra ler em português agora o que acontece. Ele "desenha forca" e "chuta" enquanto "não acertou" e "não enforcou". Veja que você consegue entender o algoritmo em alto nível em poucos segundos. O desenvolvedor só precisará ler os detalhes do algoritmo (ou seja, a implementação de cada um desses métodos) se quiser ou tiver necessidade.

Nosso código está cada vez mais bem escrito e isolado, e isso é fundamental quando programamos.

do {

desenhaforca(palavrasecreta, chutes, tentativas);

chuta(chutes, &tentativas);

} while (!acertou && !enforcou);

Por fim, ainda podemos deixar mais fácil de ser entendido a parte onde selecionamos a palavra secreta. Por enquanto, ela é fixa, mas mais pra frente vamos ler de um arquivo de palavras. Se já tivermos esse código bem isolado em uma função, ficará fácil depois trocar. A função escolhepalavra() receberá o array palavrasecreta:

void escolhepalavra(char\* palavrasecreta) {

sprintf(palavrasecreta, "MELANCIA");

}

Vamos invocá-la também em um lugar mais oportuno, de melhor legibilidade, um pouco mais afastado da declaração das variáveis. Logo abaixo da invocação da função abertura(), por exemplo, parece bom. A função main agora está bastante enxuta:

abertura();

escolhepalavra(palavrasecreta);

do {

// ...

} while (...);

Repare que todas nossas funções agora precisam passar os mesmos parâmetros pra lá e pra cá. E faz sentido, afinal o array de chutes, a palavra secreta e o número de tentativas, são variáveis importantes para o jogo. Esse problema, inclusive, nos serviu de motivação para nossa discussão de funções, parâmetros e ponteiros.

E se conseguíssemos declarar uma variável que fosse visível para mais de uma função, e não só naquela na qual ela foi declarada? Nosso código ficaria bem menor, afinal, a **assinatura da função** (assinatura é o nome que damos para o nome, parâmetros e tipos de retorno de uma função) seria bem mais simples.

Na verdade, podemos. Em C, podemos declarar uma variável fora do arquivo. Essas variáveis são chamadas de **variáveis globais**, pois elas ficam visíveis e passíveis de serem acessadas por qualquer função declarada em nosso programa. Elas são bastante úteis quando temos variáveis que são importantes, e por consequência, manipuladas por todas as nossas funções.

Vamos fazer isso então com as variáveis chutes, palavrasecreta e tentativas. Vamos declará-las logo após a lista de includes:

#include <stdio.h>

#include <string.h>

char palavrasecreta[20];

char chutes[26];

int tentativas = 0;

E, já que agora, elas são visíveis para todas as funções, não as precisamos mais passar por parâmetro em todas as funções. Vamos então remover os parâmetros que não são mais necessários em todas as funções que temos.

Na função chuta(), não precisamos mais nem de chutes nem de tentativas como parâmetro. E já que tentativas agora é um inteiro convencional (e não mais um ponteiro), vamos tirar as operações de ponteiro e fazer operações comuns com ela:

void chuta() {

char chute;

printf("Qual letra? ");

scanf(" %c", &chute);

chutes[tentativas] = chute;

tentativas++;

}

A função jachutou() também não precisa mais do array de chutes, nem da variável tentativas. Aqui a mudança é simples, e basta removermos da assinatura da função. Repare que ainda assim precisamos receber a letra, que procuraremos no array. Veja como ela ficou mais simples:

int jachutou(char letra) {

int achou = 0;

for(int j = 0; j < tentativas; j++) {

if(chutes[j] == letra) {

achou = 1;

break;

}

}

return achou;

}

A função desenhaforca() também não precisa receber mais nenhum parâmetro, e nem passar todos eles para a função jachutou(), invocada dentro dela.

void desenhaforca() {

printf("Você já deu %d chutes\n", tentativas);

for(int i = 0; i < strlen(palavrasecreta); i++) {

if(jachutou(palavrasecreta[i])) {

printf("%c ", palavrasecreta[i]);

} else {

printf("\_ ");

}

}

printf("\n");

}

O mesmo acontece com a função escolhepalavra():

void escolhepalavra() {

sprintf(palavrasecreta, "MELANCIA");

}

Por fim, a main também não precisa mais passar os parâmetros para as funções. Veja só como ela ficou totalmente enxuta e fácil de ser lida:

int main() {

int acertou = 0;

int enforcou = 0;

abertura();

escolhepalavra();

do {

desenhaforca();

chuta();

} while (!acertou && !enforcou);

}

Veja então que agora escolhemos o melhor lugar para declarar nossas variáveis. Variáveis que fazem sentido existirem em um contexto mais amplo, e são diretamente relacionadas com o nosso jogo de forca, como palavrasecreta, chutes e tentativas são globais, e visíveis por todas as funções. Variáveis que são mais locais, específicas de uma função em particular, como é o caso da variável achou na função jachutou, ou mesmo a variável i na função desenhaforca, são declaradas locais e existem só naquele contexto.

Será então que variáveis globais são sempre boas? Algo para você pensar desde o começo de sua carreira em desenvolvimento de software é que toda decisão de código tem sempre prós e contras. Sem exceção. Ainda não fomos capazes de criar balas de pratas, ou seja, soluções perfeitas e exatas para todos os problemas. Variáveis globais nos ajudam a diminuir a quantidade de código que escrevemos, afinal, precisamos passar menos parâmetros pra lá e pra cá, e as funções já as acessam diretamente.

A desvantagem é que agora fica mais difícil entender quem modificou o quê. Antes, quando as variáveis estejam sempre declaradas dentro de escopos controlados, se você quisesse saber quem mudou a variável tentativas, bastava olhar a função em que ela estava declarada. Agora, você precisa olhar o código todo. Ou seja, perdemos um pouco do controle sobre o acesso às variáveis, já que qualquer função pode alterá-la. É uma troca.

Variáveis globais são geralmente muito criticadas por isso. Mas se você as usar bem, não terá problemas. Lembre-se de colocar como global, apenas aquelas variáveis que tenham um sentido maior para o código. Mais pra frente (e no mundo real), criaremos programas com vários arquivos. Esse é o real problema: ter muitos arquivos diferentes, que fazem coisas diferentes, mexendo nas mesmas variáveis. Imagine o código do seu jogo de adivinhação mexendo nas variáveis do jogo de forca? Não faz sentido. Mesmo que inventássemos alguma regra em que os jogos se combinassem, o ideal seria que só o arquivo forca.c mexesse em variáveis do jogo de forca, e o adivinhacao.c mexesse em variáveis do jogo de adivinhação.

Neste curso, não falamos sobre orientação a objetos, mas sem dúvida, é o próximo assunto que você deve aprender. **Orientação a objetos** é uma outra maneira de escrever programas de computador, que pensa diferente da **programação procedural**, que é o que estamos usando aqui, com a linguagem C, onde temos um conjunto de funções que trabalham juntas. Existem muitas maneiras diferentes de se escrever um programa de computador, e em todas elas você deve pensar em facilitar a manutenção do seu código. Como fazer isso? Deixando sempre perto as coisas que mudam juntas. Tudo que é relacionado ao forca, fica em um arquivo, e tudo que é relacionado ao adivinhação, fica em outro arquivo.

Nosso jogo agora, além de bonito por fora, está ficando bonito por dentro.

É hora de continuarmos nossa forca. Chegue no mesmo ponto que o vídeo.

O código ficará assim:

#include <stdio.h>

#include <string.h>

char palavrasecreta[20];

char chutes[26];

int tentativas = 0;

void abertura() {

printf("/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/\n");

printf("/ Jogo de Forca \*/\n");

printf("/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/\n\n");

}

void chuta() {

char chute;

printf("Qual letra? ");

scanf(" %c", &chute);

chutes[tentativas] = chute;

tentativas++;

}

int jachutou(char letra) {

int achou = 0;

for(int j = 0; j < tentativas; j++) {

if(chutes[j] == letra) {

achou = 1;

break;

}

}

return achou;

}

void desenhaforca() {

printf("Você já deu %d chutes\n", tentativas);

for(int i = 0; i < strlen(palavrasecreta); i++) {

if(jachutou(palavrasecreta[i])) {

printf("%c ", palavrasecreta[i]);

} else {

printf("\_ ");

}

}

printf("\n");

}

void escolhepalavra() {

sprintf(palavrasecreta, "MELANCIA");

}

int main() {

int acertou = 0;

int enforcou = 0;

abertura();

escolhepalavra();

do {

desenhaforca();

chuta();

} while (!acertou && !enforcou);

}

Falta pouco pra terminarmos nosso jogo. Precisamos, nesse momento, fazer toda a lógica de vencer ou perder o jogo. Em um jogo de forca, perdemos quando perdemos todas nossas chances. Ou ganhamos quando acertamos a palavra secreta. Mas, agora que já aprendemos a criar funções, tudo fica mais fácil. Antes, precisávamos olhar aquelas centenas de linhas de código e achar o ponto exato. Agora, podemos escrever o código em funções isoladas, e depois apenas invocá-las.

Vamos começar escrevendo a função que nos diz que o jogador perdeu o jogo. Basta contarmos o número de chutes incorretos que ele deu. Se esse número for maior que o número de tentativas permitidas, ele perdeu. Nossa função, denominada enforcou() nos devolverá então 1 se ele foi enforcado, ou 0 se ele ainda não foi. O número de tentativas será 5 (cabeça, corpo, braços, pernas e fim).

A lógica dessa função será a seguinte: declararemos inicialmente uma variável chamada erros, que contará o número de letras que o usuário chutou de maneira incorreta. Essa variável nos será útil ao final, pois, se ela for maior-ou-igual a 5, então o jogador deve ser enforcado. Então, faremos um loop na lista de chutes e, para cada chute dado, verificaremos se a letra existe na palavra secreta. Se existir, quebramos o loop, e passamos a frente. Aqui, usaremos a mesma estrategia que estamos usando quando temos loops encadeados. A variável existe nos ajudará a saber se a letra foi encontrada no loop de dentro. Caso contrário, somaremos 1 à variável erros, e continuamos.

Veja, em código:

int enforcou() {

int erros = 0;

// vamos fazer o loop em todos os chutes dados

for(int i = 0; i < tentativas; i++) {

int existe = 0;

// agora vamos olhar letra a letra da palavra secreta

// e ver se encontramos o chute aqui

for(int j = 0; j < strlen(palavrasecreta); j++) {

if(chutes[i] == palavrasecreta[j]) {

// encontramos, vamos quebrar o loop

existe = 1;

break;

}

}

// se nao encontrou, soma um na quantidade de erros

if(!existe) erros++;

}

// se tivermos mais do que 5 erros, retornamos 1

// caso contrario, retornamos 0.

return erros >= 5;

}

Repare no return em uma linha. Acostume-se com códigos assim. Lembre-se que a máquina vai primeiro avaliar o elemento da direita, ou seja, a expressão condicional e depois fazer o retorno. Ou seja, se erros for maior que 5, ela avaliará isso para 1 (verdadeiro). Caso contrário, 0. E a função retornará o resultado disso.

Precisamos agora invocar essa função. Como ela está bem isolada, podemos facilmente tocar a variável enforcou, que havíamos declarado la na nossa main (mas que nunca usamos), pela invocação da função. Precisamos, claro, deletar a variável:

int main() {

int acertou = 0;

abertura();

escolhepalavra();

do {

desenhaforca();

chuta();

// aqui invocamos a função enforcou

} while (!acertou && !enforcou());

}

Se você rodar o programa agora, e fizer 5 tentativas erradas, verá que nosso programa parará.

Conforme vamos desenvolvendo nosso software, e aprendendo com ele, mudamos de ideia. Por exemplo, a variável tentativas, cuja ideia era contar a quantidade de chutes dados, agora ficou ambígua. Tentativas pode ser o número de chances que ele tem. Se um novato pegar esse código, ele precisará ler mais do código pra entender.

Vamos então **refatorar** nosso código. Refatorar é mudar o código, geralmente para melhor, mas sem mudar o que ele faz. Ou seja, deixá-lo mais bonito e mais fácil de ser mantido. Uma refatoração comum é, por exemplo, mudar o nome das coisas, como variáveis, métodos ou até mesmo arquivos.

Trocaremos o termo tentativas por chutesdados, que deixa bem mais claro o que ela guarda lá. Precisamos trocar na declaração e, óbvio, em todos os lugares que a usamos:

int chutesdados = 0;

A próxima etapa é descobrir se ganhamos ou não o jogo. A abordagem será a mesma, mas "ao contrário". Agora, passaremos primeiro pela palavra secreta. Para cada letra, descobriremos se o usuário já chutou aquela letra. Caso alguma letra não tenha sido chutada, podemos matar logo a função e retornar falso. Ao final, se ele chutou todas as letras que existem na palavra, ele ganhou o jogo.

Essa função é bem mais simples, afinal já temos a função jachutou que nos diz se uma letra já foi chutada ou não. Então, vamos apenas passear pela palavra secreta e ver se a letra já foi chutada. Se ela não foi chutada (então negaremos o if), já fazemos um return 0. Repare que podemos ter returns a qualquer momento do nosso código; a máquina parará a função naquele momento, e retornará o resultado direto. Vamos declarar essa função logo abaixo da jachutou():

int ganhou() {

for(int i = 0; i < strlen(palavrasecreta); i++) {

if(!jachutou(palavrasecreta[i])) {

return 0;

}

}

return 1;

}

Para vê-la funcionar, basta também colocarmos sua invocação dentro do do-while e remover a inútil variável acertou. Pronto, nosso jogo agora para se o usuário ganhou ou perdeu:

int main() {

abertura();

escolhepalavra();

do {

desenhaforca();

chuta();

} while (!ganhou() && !enforcou());

}

Pronto. Nosso jogo agora tem começo, meio e fim. Só não está bonito, mas mais tarde o embelezamos.

### Erro de compilação?

Seu código não está compilando? Pode acontecer. Veja o próximo vídeo, que resolveremos o seu possível problema.

Está perdido? O código implementado até o momento pode ser encontrado [*aqui*](https://gist.github.com/mauricioaniche/a4eb153f5da8f2732e42).

É provável que nesse momento, o seu código compile ou não. Repare que em nenhum momento eu comentei onde devemos colocar cada função que declaramos. Será que existe uma ordem específica? Sim, existe. O compilador da linguagem C não é tão esperto, e a ordem da declaração das funções é importante. Quando o compilador está passando pelo arquivo, se ele encontra uma invocação de função que ele não conhece, ele opta por reclamar, ao invés de continuar e procurar pela declaração mais a frente (isso é feito por compiladores de linguagens mais modernas). O erro que você deve ter tomado é parecido com o abaixo:

forca.c:31:7: warning: implicit declaration of function 'jachutou'

is invalid in C99 [-Wimplicit-function-declaration]

Mas, existe uma maneira de resolver isso. É declarar todas as assinaturas de funções que aparecerão naquele arquivo, antes de darmos o código delas. A assinatura de uma função é aquela primeira linha que usamos para declará-la, que contém o tipo de retorno, o nome e os parâmetros que ela recebe.

Vamos colocá-las todas, uma-a-uma, logo após os includes. Aqui optamos por colocar antes das variáveis globais, mas não há diferença.

#include <stdio.h>

#include <string.h>

// lista de funções que aparecerão no arquivo

int enforcou();

void abertura();

void chuta();

int jachutou(char letra);

int ganhou();

void desenhaforca();

void escolhepalavra();

// variáveis globais

char palavrasecreta[20];

char chutes[26];

int chutesdados = 0;

// agora aqui começam as implementações das funções,

// do jeito que você está acostumado.

Repare que agora você pode ter as suas funções em qualquer ordem. Coloque a função ganhou() antes da jachutou(), por exemplo, e veja que o código compila normalmente.

Esse é um problema comum de programas escritos em C. E esse problema é ainda mais grave quando temos nosso código espalhados em arquivos diferentes, e queremos usar funções de um arquivo em outro. Por esse motivo, apesar do nosso código funcionar com a declaração das funções acima, temos o costume de colocá-la isso em um arquivo separado. Esse arquivo é conhecido como **header file** e tem a extensão .h.

Veja que você já viu essa extensão antes. É a mesma extensão do stdlib, string e todos os outros que importamos. Ou seja, em algum lugar, existe um stdlib.c que contém a implementação das funções, e como as queremos usar em nosso programa, importamos a declaração delas, que está todas no .h.

Vamos criar então o arquivo forca.h e colocar essas declarações lá:

// lista de funções que aparecerão no arquivo

int enforcou();

void abertura();

void chuta();

int jachutou(char letra);

int ganhou();

void desenhaforca();

void escolhepalavra();

Agora, em nosso forca.c, o importaremos. Repare que aqui usamos uma aspa ao invés dos sinais de maior e menor. Afinal, esse é um header file que é nosso e está no diretório corrente:

#include <stdio.h>

#include <string.h>

#include "forca.h"

// variáveis globais

char palavrasecreta[20];

char chutes[26];

int chutesdados = 0;

// agora aqui começam as implementações das funções,

// do jeito que você está acostumado.

Agora, sempre que criarmos uma nova função, precisamos declará-la também no nosso header file. Acostume-se com isso, pois em nosso próximo jogo, dividiremos melhor os arquivos, e usaremos funções pra lá e pra cá, e esses arquivos serão importantes.

A única parte chata do jogo é que a palavra secretá está fixa. Depois que ele adivinhar a primeira vez, acabou. Precisamos dar um jeito de fazer com que a palavra seja randômica. Criar números randômicos é fácil, mas agora palavras que façam sentido... isso é, com certeza, um problema computacional bastante desafiador.

O que faremos é escolher uma palavra aleatória de um arquivo de texto, que será nosso "banco de dados de palavras". Esse arquivo pode ter qualquer tamanho, ou seja, você poderá colocar novas palavras lá sempre que quiser, e o programa deve entender isso.

Vamos começar então escrevendo um arquivo de exemplo. Sempre que queremos criar um arquivo que será lido pelo computador, precisamos definir um formato. Como separaremos as palavras? Por vírgula? Por enter? O formato é importante, afinal, o programa precisará saber como interpretá-lo.

Nosso arquivo terá o seguinte formato: a primeira linha nos indicará quantas palavras existem naquele arquivo. Em seguida, teremos as várias palavras, uma em cada linha. Isso facilitará a nossa leitura via código. Veja o arquivo, que chamaremos de palavras.txt:

3

MELANCIA

MORANGO

MELAO

Agora vamos começar a ler esse arquivo. A primeira coisa que precisamos fazer é abrí-lo. Para isso, precisamos declarar um ponteiro do tipo FILE\*, e usar a função fopen() que abre um arquivo do disco. Essa função nos devolve então um ponteiro (que guardaremos na variável já declarada), e a partir daí, passamos esses ponteiros para as funções que lerão os caracteres desse arquivo. Repare no "r". Isso indica que estamos abrindo o arquivo somente para leitura (poderíamos tê-lo aberto para escrita).

Todo o código estará dentro da função escolhepalavra():

void escolhepalavra() {

FILE\* f;

f = fopen("palavras.txt", "r");

}

Essa é a primeira vez que estamos lidando com recursos de I/O, ou seja, de entrada ou saída. Na prática, elas podem falhar, pois o arquivo pode não estar disponível, ou não termos permissão de leitura, etc. Então, sempre que lidamos com isso, precisamos tratar as possíveis falhas.

A função fopen() devolve um ponteiro com endereço 0, caso algum erro tenha acontecido. Vamos tratar esse possível erro, e caso ele tenha acontecido, devolveremos uma mensagem para o usuário e acabaremos com nosso programa ali mesmo (usando a função exit(), que finaliza a aplicação). Repare que o parâmetro 1, passado ao exit indica ao sistema operacional que o programa terminou de maneira que ele não gostaria; ou seja, um erro ocorreu. Se tivéssemos retornado 0, o sistema operacional saberia que o programa rodou de acordo com o esperado. A função exit() está declarada em stdlib.h. Precisamos colocar o include:

#include <stdlib.h>

void escolhepalavra() {

FILE\* f;

f = fopen("palavras.txt", "r");

if(f == 0) {

printf("Banco de dados de palavras não disponível\n\n");

exit(1);

}

}

Agora sim, estamos prontos para começar a ler nosso arquivo, e sabemos que na primeira linha, temos a quantidade de palavras que leremos na sequência. Vamos capturar esse número. Você já sabe mais ou menos como ler do arquivo. Em C, temos a função fscanf(), similar a função que você já conhece. A diferença dela é que o primeiro parâmetro é o ponteiro para um arquivo.

Se quisermos ler um inteiro de um arquivo, por exemplo, fazemos igual ao código abaixo. Repare que a função sabe que o número "acabou" quando encontrar um enter no arquivo. Ou seja, nesse caso, ela lê até achar um fim de linha.

int qtddepalavras;

fscanf(f, "%d", &qtddepalavras);

Toda vez que lemos de um arquivo, a leitura é sequencial. Ou seja, se já capturamos o primeiro número, a próxima vez que chamarmos a função fscanf(), ela continuará a leitura do ponto que parou. É como se ela tivesse uma pequena seta, que aponta para a posição que está lendo no arquivo no momento.

Vamos ler então a próxima coisa que aparece no arquivo. Sabemos que é uma palavra. Vamos declarar um array e ler, usando a máscara "%s". Dado que em nosso exemplo, sabemos que temos 3 palavras lá, vamos ler 3 palavras de uma só vez, apenas para teste:

char palavra1[50];

fscanf(f, "%s", palavra1);

char palavra2[50];

fscanf(f, "%s", palavra2);

char palavra3[50];

fscanf(f, "%s", palavra3);

Nesse momento, se imprimirmos as 3 strings, teremos ::MELANCIA, MORANGO:: e ::MELAO::, igual esperávamos. Mas, nesse nosso jogo em particular, não precisamos salvar todas elas, mas sim somente uma (a que escolhermos de maneira aleatória). Vamos então gerar um número aleatório, de 0 até a quantidade de elementos, e salvar apenas a palavra que estiver naquela posição.

Não temos como pular direto para a linha que queremos, então precisaremos fazer um loop com a função fscanf() e, na linha certa, salvar o retorno. Para facilitar, vamos salvar a palavra secreta já na variável correta palavrasecreta. Repare que a última interação do loop será justamente a linha randômica escolhida. O loop acabará e a avariável terá a palavra secreta que queremos:

int qtddepalavras;

fscanf(f, "%d", &qtddepalavras);

// gera numero aleatorio

// nao esqueça de incluir time.h

srand(time(0));

int randomico = rand() % qtddepalavras;

// lê do arquivo até chegar na linha desejada

for(int i = 0; i <= randomico; i++) {

fscanf(f, "%s", palavrasecreta);

}

Nosso código está quase pronto. Já selecionamos uma palavra aleatória dentro do nosso banco de dados de palavras. Só estamos esquecendo uma coisa: sempre que lidamos com I/O, precisamos lembrar de abrir o arquivo (ou qualquer outra fonte de entrada), usá-la e, ao final, fechá-la.

Fechar é importante. Ele libera aquele recurso para que outros programas consigam fazer uso dele também. Quando abrimos um arquivo para leitura, o sistema operacional pode bloquear a leitura dele de outros aplicativos até que o programa corrente termine seu trabalho. Ou seja, feche o mais rápido possível. Fazemos isso com a função fclose().

O método escolhepalavra() completo ficou:

void escolhepalavra() {

FILE\* f;

f = fopen("palavras.txt", "r");

if(f == 0) {

printf("Banco de dados de palavras não disponível\n\n");

exit(1);

}

int qtddepalavras;

fscanf(f, "%d", &qtddepalavras);

srand(time(0));

int randomico = rand() % qtddepalavras;

for(int i = 0; i <= randomico; i++) {

fscanf(f, "%s", palavrasecreta);

}

fclose(f);

}

Veja só que ao longo dessa seção, só alteramos um ponto do nosso arquivo, que foi a função escolhepalavra(). E tudo funciona. Veja só como dividir nosso programa em funções bem definidas é realmente útil. Podemos fazer mudanças em pequenas partes do programa sem nos preocuparmos com o todo. É isso que faz um código ser fácil de ser mantido: quando conseguimos mexer apenas em pontos específicos, sem a necessidade de ler ou alterar todo o código.

Está perdido? O código implementado até esse momento pode ser encontrado [*aqui*](https://gist.github.com/mauricioaniche/dd0b366ad9c4f7ee0cd6).

A próxima funcionalidade em nosso jogo é perguntar ao usuário se ele deseja adicionar uma nova palavra no banco de dados. Como ela funcionará? Ao final do jogo, perguntaremos se ele deseja fazer isso. Se ele nos responder 'S' (sim), então, perguntaremos a palavra e o adicionaremos no arquivo.

Vamos começar pela parte fácil, que é perguntar se o usuário quer ou não adicionar uma palavra. E isso, claro, em uma nova função, isolada do resto do nosso programa. Lembre-se que, como vamos capturar um único char, precisamos colocar um espaço na máscara, para que o scanf() ignore o enter ao final:

void adicionapalavra() {

char quer;

printf("Você deseja adicionar uma nova palavra no jogo (S/N)?");

scanf(" %c", &quer);

}

Se ele responder "S", então perguntaremos a ele a palavra. Também não há novidade:

void adicionapalavra() {

char quer;

printf("Você deseja adicionar uma nova palavra no jogo (S/N)?");

scanf(" %c", &quer);

if(quer == 'S') {

char novapalavra[20];

printf("Digite a nova palavra, em letras maiúsculas: ");

scanf("%s", novapalavra);

// agora falta salvar no arquivo

}

}

Agora precisamos salvar no nosso arquivo de banco de dados. Para abrir um arquivo, precisamos fazer uso da função fopen() que já conhecemos. O que mudará são os parâmetros que passaremos para ela. O r indicava leitura. Usaremos aqui o a, que significa, "append", ou seja, que vamos inserir no fim do arquivo.

Com um FILE aberto, tudo o que precisamos fazer é usar a função fprintf(), análoga a printf(), que você já conhece. A diferença é que o primeiro parâmetro que ela recebe é justamente o arquivo em que ela escreverá (você percebeu que o f, tanto da fprintf quanto da fscanf é de "file?").

Também não esqueceremos de tratar um possível erro na abertura do arquivo. Ele pode não ter acontecido no começo do jogo, mas pode acontecer ao final. Em código:

if(quer == 'S') {

char novapalavra[20];

printf("Digite a nova palavra, em letras maiúsculas: ");

scanf("%s", novapalavra);

FILE\* f;

// abre arquivo

f = fopen("palavras.txt", "a");

if(f == 0) {

printf("Banco de dados de palavras não disponível\n\n");

exit(1);

}

// escreve a palavra nele

fprintf(f, "%s", novapalavra);

// fecha

fclose(f);

}

Até o momento então, aprendemos que o ponteiro FILE\* aponta para um arquivo, e passamos esse ponteiro para todas as outras funções que o manipulam. O fscanf() consegue ler dados de um arquivo e o fprintf consegue escrever nele. Mas, tudo depende da configuração passada para a função fopen(): se queremos apenas ler, usamos "r", e se queremos "appendar", ou escrever ao final, usamos "a".

### Não esqueça de fechar o arquivo

Fechar o arquivo com o fclose() é especialmente importante em momentos de escrita. Isso porquê muitas vezes a máquina opta por não escrever no disco no momento em que você invoca um fprintf(); ela prefere "cachear", ou seja, guardar a modificação em memória e só salvar no disco depois. Ela toma essa decisão porque ficar indo ao disco e escrevendo fisicamente nele, de pouco em pouco, pode ser uma operação demorada. Ela prefere, então, esperar mais texto e ir de uma só vez ao disco rígido. A operação de fechar, portanto, diz à máquina que você acabou tudo o que tinha que escrever e que agora, independente do tamanho desse buffer, ela precisa escrever no disco. Se o programador, por descuido, esquece de fechar o arquivo, a máquina não escreverá no arquivo, e ele terá a sensação de que seu código não funcionou.

Portanto, feche sempre o arquivo que você abriu.

Mas veja que somente escrever ao final não nos é suficiente. Nosso arquivo de banco de dados tem um formato diferente, pois a primeira linha indica a quantidade de palavras. Ou seja, além de adicionar a palavra, precisamos ainda modificar o número que está no começo. Para isso, precisamos fazer uso de um outro modo de abertura de arquivo. O "w", por exemplo, nos ajuda a escrever em arquivos, mas ele só escrever em arquivos novos, ou seja, se o arquivo existir, ele o apaga primeiro.

O modo que precisamos aqui é o r+. Ele nos permite ler e alterar um arquivo. E é exatamente o que precisamos: o primeiro passo é ler o número que está no começo do arquivo, incrementá-lo e sobrescrevê-lo. Em seguida, adicionar a nova palavra ao final.

Vamos começar então abrindo o arquivo nesse novo modo e lendo o número que está na primeira linha:

f = fopen("palavras.txt", "r+");

if(f == 0) {

printf("Banco de dados de palavras não disponível\n\n");

exit(1);

}

int qtd;

fscanf(f, "%d", &qtd);

Agora, precisamos incrementar essa variável e sobrescrevê-la no arquivo. Mas, como já lemos o inteiro, o "ponteiro" que aponta para o lugar do arquivo que a leitura continuará está mais a frente. Precisamos voltar esse ponteiro e posicioná-lo no lugar que desejamos começar a escrever. Para mudar o ponteiro de posição, usamos a função fseek(). Ela recebe três parâmetros: o arquivo, quantos bytes ela deve andar (para a esquerda ou para a direita) e da onde ela deve começar a andar (do começo do arquivo, da posição corrente, ou do final). Vamos posicioná-la então "0 bytes" a partir do começo do arquivo:

qtd++;

fseek(f, 0, SEEK\_SET);

Repare que SEEK\_SET é uma constante. Poderíamos usar também as SEEK\_CUR para andar a partir do ponto atual, ou mesmo SEEK\_END, para andar a partir do fim do arquivo. Com o ponteiro posicionado na posição que queremos, basta agora escrevermos a variável qtd, usando o fprintf(). A máquina não pensará duas vezes e escreverá por cima do que está naquela posição:

fprintf(f, "%d", qtd);

Agora, por fim, precisamos escrever a palavra no final do arquivo. Vamos novamente usar fseek() para ir ao fim do arquivo, e fprintf() para escrever a palavra. Repare o \n no começo da string. Precisamos disso, pois o ponteiro nos posiciona bem ao final do arquivo que, teoricamente, não tem um enter ao final. Então, escrevemos um enter e aí sim a palavra:

fseek(f, 0, SEEK\_END);

fprintf(f, "\n%s", novapalavra);

Pronto. Agora o jogador pode adicionar novas palavras ao final da partida:

void adicionapalavra() {

char quer;

printf("Você deseja adicionar uma nova palavra no jogo (S/N)?");

scanf(" %c", &quer);

if(quer == 'S') {

char novapalavra[20];

printf("Digite a nova palavra, em letras maiúsculas: ");

scanf("%s", novapalavra);

FILE\* f;

f = fopen("palavras.txt", "r+");

if(f == 0) {

printf("Banco de dados de palavras não disponível\n\n");

exit(1);

}

int qtd;

fscanf(f, "%d", &qtd);

qtd++;

fseek(f, 0, SEEK\_SET);

fprintf(f, "%d", qtd);

fseek(f, 0, SEEK\_END);

fprintf(f, "\n%s", novapalavra);

fclose(f);

}

}

# Para saber mais: Mais sobre I/O

A biblioteca de entrada e saída da linguagem C é bastante extensa. Mesmo as funções estudadas aqui podem fazer muito mais do que o mostrado. Todas as funções, por exemplo, possuem retorno. A própria fscanf(), por exemplo, retorna o número de itens devolvidos. Por exemplo, se a máscara for "%d", ela retornará 1, se tudo der certo. Se a máscara for "%d %d", ou seja, capturar 2 inteiros, ela retornará 2.

int n1, n2;

int sucesso = fscanf("%d %d", &n1, &n2);

if(sucesso == 2) {

printf("Os dois números: %d e %d", n1, n2);

}

else {

printf("Aconteceu um erro");

}

Podemos verificar também se o ponteiro atual do arquivo está apontando para o fim. Para isso, basta usar a função feof(). Ele pode ser bastante útil quando queremos ler o arquivo inteiro até o fim. Por exemplo, se quisermos ler caractere a caractere do arquivo e imprimí-lo, precisamos repetir isso enquanto não chegarmos ao fim do arquivo.

Por enquanto, a única função de leitura que vimos até então é a fscanf(). Ela é importante quando queremos ler caracteres ASCII e strings. Mas, muitas vezes precisamos ler um byte, um char, ou mesmo uma struct (que aprenderemos no próximo jogo). Nesses casos, precisamos ler e escrever dados de maneira "mais bruta". A função fgetc(), por exemplo, lê apenas o próximo char.

FILE\* f;

char c;

f = fopen("arquivo.txt", "r");

while(!feof(f)) {

c = fgetc(f);

printf("Char %c\n", c);

}

Nesses casos também, as funções fread() e fwrite() podem ajudar. Elas lêem uma quantidade específica de bytes e as guardam na estrutura que você passar, seja ela um array, uma variável ou uma struct. No próximo jogo, faremos uso delas.

Perceba que daqui pra frente você começará a aprender e fazer uso de funções que são complexas e fazem muita coisa. A melhor maneira de entendê-las melhor é ler o manual oficial delas. Nisso, o Google te ajudará. Sempre que tiver dúvida dos parâmetros que uma função recebe, o que ela retorna e como interpretar esse retorno, procure pela sua definição na internet. Buscar é também parte do dia a dia do programador.

Continue agora o jogo, chegando no mesmo ponto em que chegamos no vídeo.

O código ficará assim:

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include <time.h>

#include "forca.h"

char palavrasecreta[20];

char chutes[26];

int chutesdados = 0;

int enforcou() {

int erros = 0;

for(int i = 0; i < chutesdados; i++) {

int existe = 0;

for(int j = 0; j < strlen(palavrasecreta); j++) {

if(chutes[i] == palavrasecreta[j]) {

existe = 1;

break;

}

}

if(!existe) erros++;

}

return erros >= 5;

}

int ganhou() {

for(int i = 0; i < strlen(palavrasecreta); i++) {

if(!jachutou(palavrasecreta[i])) {

return 0;

}

}

return 1;

}

void abertura() {

printf("/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/\n");

printf("/ Jogo de Forca \*/\n");

printf("/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/\n\n");

}

void chuta() {

char chute;

printf("Qual letra? ");

scanf(" %c", &chute);

chutes[chutesdados] = chute;

chutesdados++;

}

int jachutou(char letra) {

int achou = 0;

for(int j = 0; j < chutesdados; j++) {

if(chutes[j] == letra) {

achou = 1;

break;

}

}

return achou;

}

void desenhaforca() {

printf("Você já deu %d chutes\n", chutesdados);

for(int i = 0; i < strlen(palavrasecreta); i++) {

if(jachutou(palavrasecreta[i])) {

printf("%c ", palavrasecreta[i]);

} else {

printf("\_ ");

}

}

printf("\n");

}

void escolhepalavra() {

FILE\* f;

f = fopen("palavras.txt", "r");

if(f == 0) {

printf("Banco de dados de palavras não disponível\n\n");

exit(1);

}

int qtddepalavras;

fscanf(f, "%d", &qtddepalavras);

srand(time(0));

int randomico = rand() % qtddepalavras;

for(int i = 0; i <= randomico; i++) {

fscanf(f, "%s", palavrasecreta);

}

fclose(f);

}

void adicionapalavra() {

char quer;

printf("Você deseja adicionar uma nova palavra no jogo (S/N)?");

scanf(" %c", &quer);

if(quer == 'S') {

char novapalavra[20];

printf("Digite a nova palavra, em letras maiúsculas: ");

scanf("%s", novapalavra);

FILE\* f;

f = fopen("palavras.txt", "r+");

if(f == 0) {

printf("Banco de dados de palavras não disponível\n\n");

exit(1);

}

int qtd;

fscanf(f, "%d", &qtd);

qtd++;

fseek(f, 0, SEEK\_SET);

fprintf(f, "%d", qtd);

fseek(f, 0, SEEK\_END);

fprintf(f, "\n%s", novapalavra);

fclose(f);

}

}

int main() {

abertura();

escolhepalavra();

do {

desenhaforca();

chuta();

} while (!ganhou() && !enforcou());

adicionapalavra();

}

Repetição de código é sempre problemático. Se temos o mesmo pedaço de código em muitos pontos da aplicação, isso implica em alterar todos os pontos quando necessário. Infelizmente, na prática, muitas vezes não propagamos a alteração para todos os lugares necessários, e isso nos traz bugs.

Você já tem ferramentas para evitar esse tipo de problema. Se você tem um trecho de código que é comum para várias partes do seu programa, basta extraí-lo e colocá-lo em uma função. Funções são facilmente reutilizáveis. E se você alterá-la, todos os lugares que a invocam farão uso da nova função.

Também já vimos que quando temos algum "número mágico", ou seja, um número fixo, podemos colocá-lo em uma constante. A constante é facilmente reutilizável e possui um nome semântico, muito melhor do que deixar o número jogado. E, se alterarmos a constante, a mudança propagará para todos os lugares que usam essa constante.

Nosso jogo de forca tem um número mágico, que já está espalhado pelo código. Veja que o tamanho máximo de uma palavra em nosso jogo é 20. Isso está definido na declaração do array palavrasecreta. E se quisermos mudar o tamanho da palavra, precisaremos mudar a declaração do array. Mas não é só isso: precisamos mudar também dentro da função adicionapalavra(), pois lá também declaramos um array com o mesmo tamanho. No momento, são apenas 2 pontos; mas amanhã serão 3, e depois de amanhã 4.

Vamos já corrigir isso, criando uma constante para isso. E dessa vez, a colocaremos no header file. Faremos um #define por lá, e o reutilizaremos em nosso código. Veja:

// forca.h

#define TAMANHO\_PALAVRA 20

// forca.c

char palavrasecreta[TAMANHO\_PALAVRA];

void adicionapalavra() {

// ...

char novapalavra[TAMANHO\_PALAVRA];

}

Até então, só mostramos o número de chutes dados pelo jogador, mas a parte mais legal do jogo de forca é justamente exibir o homenzinho enforcado. Vamos lá então, dentro da função desenhaforca() fazer um desenho mais amigável:

void desenhaforca() {

printf(" \_\_\_\_\_\_\_ \n");

printf(" |/ | \n");

printf(" | (\_) \n");

printf(" | \\|/ \n");

printf(" | | \n");

printf(" | / \\ \n");

printf(" | \n");

printf("\_|\_\_\_ \n");

printf("\n\n");

// ...

}

Mas não podemos exibir o boneco cheio o tempo inteiro. Isso depende do número de erros. Se o número de erros é 0, exibimos apenas a corda. Se ele errou 1 vez, exibimos a cabeça; 2 vezes, a cabeça e o corpo; 3 vezes, a cabeça, o corpo e os braços. 4 vezes, a cabeça, o corpo, os braços e as pernas.

Precisamos saber o número de vezes que o jogador já errou, então. Já temos algo parecido na função enforcou(). Ela calcula o número de erros e depois nos retorna se a quantidade de erros é maior que 5. Mas ela não nos serve exatamente porque precisamos saber a quantidade exata de erros. Ou seja, precisamos de um pedaço só dessa função.

Obviamente, não temos como utilizar parte de uma função. Mas podemos quebrar uma função em duas outras menores. Vamos dividir essa função enforcou() em duas: uma, nova, chuteserrados(), que calcula o número de chutes errados, e a outra, já existente, que fará uso da nova função e nos retornará verdadeiro se esse número for maior que 5:

// extraímos pra cá o pedaço daquela função

// que contava a quantidade de erros

int chuteserrados() {

int erros = 0;

for(int i = 0; i < chutesdados; i++) {

int existe = 0;

for(int j = 0; j < strlen(palavrasecreta); j++) {

if(chutes[i] == palavrasecreta[j]) {

existe = 1;

break;

}

}

if(!existe) erros++;

}

return erros;

}

int enforcou() {

// usamos a função que acabamos de criar

return chuteserrados() >= 5;

}

Quebrar funções em funções menores é parte do nosso dia a dia. Fazemos isso para reutilizar pedaços de funções já existentes, ou mesmo para aumentar a legibilidade. Veja que a função enforcou() agora tem uma linha de código e é bem fácil de entender o que ela faz: se ele errou mais de 5 chutes, retorna falso. Qualquer desenvolvedor gasta muito pouco tempo para entendê-la.

Vamos aproveitar e extrair mais uma função. Repare que dentro da função chuteserrados() temos um loop ali que nos diz se uma letra existe ou não na palavra secreta. Para a função como um todo, isso é usado para contabilizar a quantidade de chutes errados. Mas só o algoritmo que nos diz se uma letra existe na palavra nos será útil mais pra frente. Extraindo, temos:

int letraexiste(char letra) {

for(int j = 0; j < strlen(palavrasecreta); j++) {

if(letra == palavrasecreta[j]) {

return 1;

}

}

return 0;

}

int chuteserrados() {

int erros = 0;

for(int i = 0; i < chutesdados; i++) {

if(!letraexiste(chutes[i])) {

erros++;

}

}

return erros;

}

Lembre-se que quanto menor a função, mais fácil dela ser entidade e reutilizada.

## Ifs ternários

Com essa função em mãos, basta agora fazemos uma sequência de ifs, imprimindo o boneco de acordo com o número de erros. Por exemplo, os ifs para 0 e 1 erros:

int erros = chuteserrados();

if(erros == 0) {

printf(" \_\_\_\_\_\_\_ \n");

printf(" |/ | \n");

printf(" | \n");

printf(" | \n");

printf(" | \n");

printf(" | \n");

printf(" | \n");

printf("\_|\_\_\_ \n");

}

if(erros == 1) {

printf(" \_\_\_\_\_\_\_ \n");

printf(" |/ | \n");

printf(" | (\_) \n");

printf(" | \n");

printf(" | \n");

printf(" | \n");

printf(" | \n");

printf("\_|\_\_\_ \n");

}

// e assim por diante...

A ideia não é ruim. Mas nosso código ficará bem extenso. Perceba que no fim, o que queremos fazer é imprimir ou não um determinado caractere, dependendo do valor da variável erros. Vamos isolar esses caracteres no próprio printf(), fazendo uso da máscara "%c":

printf(" \_\_\_\_\_\_\_ \n");

printf(" |/ | \n");

printf(" | %c%c%c \n", '(', '\_', ')');

printf(" | %c%c%c \n", '\\', '|', '/');

printf(" | %c \n", '|');

printf(" | %c %c \n", '/', '\\');

printf(" | \n");

printf("\_|\_\_\_ \n");

printf("\n\n");

Agora, os caracteres do lado direito são os que precisamos imprimir de acordo com a variável erros. Veja o primeiro que aparece, o '(', por exemplo. Ele faz parte da cabeça, e portanto precisamos imprimi-lo se erros >= 1. Caso contrário, podemos imprimir "vazio". Veja que temos um if bem curto: se erros >=1, imprime ")", senão "". Esse tipo de if, que tem uma condição, um valor de retorno no caso verdadeiro, e outro no caso de falso, é possível de ser feito em uma só linha. Chamamos isso de **if ternário**.

A sintaxe de um if ternário é a seguinte: (condicao ? valor verdadeiro : valor falso). Repare no ponto-de-interrogação separando a condição do valor verdadeiro, e o dois-pontos separando o valor usado no caso que a condição é falsa. Esse tipo de if é usado "inline", ou seja, na mesma linha de outra instrução. Vamos usar junto com o printf(), por exemplo. Repare no código abaixo, quebrado em várias linhas para facilitar a legibilidade:

printf(" | %c%c%c \n",

(erros >=1 ? '(' : ' '), // Aqui o if ternario

'\_',

')'

);

A máquina fará esse if na hora de executar o printf e, dependendo da avaliação da condição, ele retornará um valor ou outro para ser impresso. Podemos fazer isso para todas as partes do nosso boneco, cada um de acordo com a sua respectiva quantidade de erros. Olhe (e digite) esse código com carinho, pois ele é extenso e cheio de caracteres:

int erros = chuteserrados();

printf(" \_\_\_\_\_\_\_ \n");

printf(" |/ | \n");

printf(" | %c%c%c \n", (erros>=1?'(':' '),

(erros>=1?'\_':' '), (erros>=1?')':' '));

printf(" | %c%c%c \n", (erros>=3?'\\':' '),

(erros>=2?'|':' '), (erros>=3?'/': ' '));

printf(" | %c \n", (erros>=2?'|':' '));

printf(" | %c %c \n", (erros>=4?'/':' '),

(erros>=4?'\\':' '));

printf(" | \n");

printf("\_|\_\_\_ \n");

printf("\n\n");

Pronto. Veja como o uso do if ternário nos ajudou a economizar boas linhas de código. Imagine repetirmos esse boneco um monte de vezes? Nosso arquivo ficaria gigante.

## Últimos detalhes

Vamos agora exibir uma mensagem cada vez que ele chutar uma letra, dizendo se ele acertou ou não. Vamos colocar esse código dentro da função chute(), que é a função que pega o chute do jogador. Saber se uma letra existe ou não na palavra secreta é fácil: basta invocar a função que extraímos há pouco tempo: letraexiste():

void chuta() {

char chute;

printf("Qual letra? ");

scanf(" %c", &chute);

if(letraexiste(chute)) {

printf("Você acertou: a palavra tem a letra %c\n\n",

chute);

} else {

printf("\nVocê errou: a palavra NÃO tem a letra %c\n\n",

chute);

}

chutes[chutesdados] = chute;

chutesdados++;

}

Agora precisamos exibir a mensagem de ganhou ou perdeu para o usuário, afinal o jogo está acabando sem dizer o que aconteceu. Toda essa lógica deve existir logo após o do-while principal. Ali, basta invocarmos novamente a função ganhou() e imprimir a mensagem de sucesso que queremos. Vamos aproveitar e exibir uma caveira caso ele tenha perdido:

if(ganhou()) {

printf("\nParabéns, você ganhou!\n\n");

printf(" \_\_\_\_\_\_\_\_\_\_\_ \n");

printf(" '.\_==\_==\_=\_.' \n");

printf(" .-\\: /-. \n");

printf(" | (|:. |) | \n");

printf(" '-|:. |-' \n");

printf(" \\::. / \n");

printf(" '::. .' \n");

printf(" ) ( \n");

printf(" \_.' '.\_ \n");

printf(" '-------' \n\n");

} else {

printf("\nPuxa, você foi enforcado!\n");

printf("A palavra era \*\*%s\*\*\n\n", palavrasecreta);

printf(" \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ \n");

printf(" / \\ \n");

printf(" / \\ \n");

printf("// \\/\\ \n");

printf("\\| XXXX XXXX | / \n");

printf(" | XXXX XXXX |/ \n");

printf(" | XXX XXX | \n");

printf(" | | \n");

printf(" \\\_\_ XXX \_\_/ \n");

printf(" |\\ XXX /| \n");

printf(" | | | | \n");

printf(" | I I I I I I I | \n");

printf(" | I I I I I I | \n");

printf(" \\\_ \_/ \n");

printf(" \\\_ \_/ \n");

printf(" \\\_\_\_\_\_\_\_/ \n");

}

Pronto. Nosso jogo está terminado. E veja o quanto você precisou aprender para fazê-lo.

É hora da versão final do jogo, igual no vídeo.

O código final ficará assim:

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include <time.h>

#include "forca.h"

char palavrasecreta[TAMANHO\_PALAVRA];

char chutes[26];

int chutesdados = 0;

int letraexiste(char letra) {

for(int j = 0; j < strlen(palavrasecreta); j++) {

if(letra == palavrasecreta[j]) {

return 1;

}

}

return 0;

}

int chuteserrados() {

int erros = 0;

for(int i = 0; i < chutesdados; i++) {

if(!letraexiste(chutes[i])) {

erros++;

}

}

return erros;

}

int enforcou() {

return chuteserrados() >= 5;

}

int ganhou() {

for(int i = 0; i < strlen(palavrasecreta); i++) {

if(!jachutou(palavrasecreta[i])) {

return 0;

}

}

return 1;

}

void abertura() {

printf("/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/\n");

printf("/ Jogo de Forca \*/\n");

printf("/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/\n\n");

}

void chuta() {

char chute;

printf("Qual letra? ");

scanf(" %c", &chute);

if(letraexiste(chute)) {

printf("Você acertou: a palavra tem a letra %c\n\n", chute);

} else {

printf("\nVocê errou: a palavra NÃO tem a letra %c\n\n", chute);

}

chutes[chutesdados] = chute;

chutesdados++;

}

int jachutou(char letra) {

int achou = 0;

for(int j = 0; j < chutesdados; j++) {

if(chutes[j] == letra) {

achou = 1;

break;

}

}

return achou;

}

void desenhaforca() {

int erros = chuteserrados();

printf(" \_\_\_\_\_\_\_ \n");

printf(" |/ | \n");

printf(" | %c%c%c \n", (erros>=1?'(':' '), (erros>=1?'\_':' '), (erros>=1?')':' '));

printf(" | %c%c%c \n", (erros>=3?'\\':' '), (erros>=2?'|':' '), (erros>=3?'/': ' '));

printf(" | %c \n", (erros>=2?'|':' '));

printf(" | %c %c \n", (erros>=4?'/':' '), (erros>=4?'\\':' '));

printf(" | \n");

printf("\_|\_\_\_ \n");

printf("\n\n");

for(int i = 0; i < strlen(palavrasecreta); i++) {

if(jachutou(palavrasecreta[i])) {

printf("%c ", palavrasecreta[i]);

} else {

printf("\_ ");

}

}

printf("\n");

}

void escolhepalavra() {

FILE\* f;

f = fopen("palavras.txt", "r");

if(f == 0) {

printf("Banco de dados de palavras não disponível\n\n");

exit(1);

}

int qtddepalavras;

fscanf(f, "%d", &qtddepalavras);

srand(time(0));

int randomico = rand() % qtddepalavras;

for(int i = 0; i <= randomico; i++) {

fscanf(f, "%s", palavrasecreta);

}

fclose(f);

}

void adicionapalavra() {

char quer;

printf("Você deseja adicionar uma nova palavra no jogo (S/N)?");

scanf(" %c", &quer);

if(quer == 'S') {

char novapalavra[TAMANHO\_PALAVRA];

printf("Digite a nova palavra, em letras maiúsculas: ");

scanf("%s", novapalavra);

FILE\* f;

f = fopen("palavras.txt", "r+");

if(f == 0) {

printf("Banco de dados de palavras não disponível\n\n");

exit(1);

}

int qtd;

fscanf(f, "%d", &qtd);

qtd++;

fseek(f, 0, SEEK\_SET);

fprintf(f, "%d", qtd);

fseek(f, 0, SEEK\_END);

fprintf(f, "\n%s", novapalavra);

fclose(f);

}

}

int main() {

abertura();

escolhepalavra();

do {

desenhaforca();

chuta();

} while (!ganhou() && !enforcou());

if(ganhou()) {

printf("\nParabéns, você ganhou!\n\n");

printf(" \_\_\_\_\_\_\_\_\_\_\_ \n");

printf(" '.\_==\_==\_=\_.' \n");

printf(" .-\\: /-. \n");

printf(" | (|:. |) | \n");

printf(" '-|:. |-' \n");

printf(" \\::. / \n");

printf(" '::. .' \n");

printf(" ) ( \n");

printf(" \_.' '.\_ \n");

printf(" '-------' \n\n");

} else {

printf("\nPuxa, você foi enforcado!\n");

printf("A palavra era \*\*%s\*\*\n\n", palavrasecreta);

printf(" \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ \n");

printf(" / \\ \n");

printf(" / \\ \n");

printf("// \\/\\ \n");

printf("\\| XXXX XXXX | / \n");

printf(" | XXXX XXXX |/ \n");

printf(" | XXX XXX | \n");

printf(" | | \n");

printf(" \\\_\_ XXX \_\_/ \n");

printf(" |\\ XXX /| \n");

printf(" | | | | \n");

printf(" | I I I I I I I | \n");

printf(" | I I I I I I | \n");

printf(" \\\_ \_/ \n");

printf(" \\\_ \_/ \n");

printf(" \\\_\_\_\_\_\_\_/ \n");

}

adicionapalavra();

}